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Abstract

Satisfying non-functional requirements, such as explainability, is becoming
increasingly important in the development of new software to improve user
understanding and software quality. Explanations can help users who have
difficulty using a software. Additionally they can explain the purpose and
increase the understanding of certain User Interface (UI) elements. In order
to make the development process more efficient, the need for explainability
should be identified and noted during the planning phase. Possible difficulties
in understanding on the part of the future user group can thus be identified
early on and taken into account directly during development and testing.

This thesis documents the development process of the ‘Use Case Tool’,
including requirements elicitation and documentation, aimed at capturing
explainability needs early on in the software development process. The tool
parses all Use Case tables of a Software Requirements Specification (SRS)
in copyable PDF format and displays them in a UI. Each step of the Use
Cases’ main scenario and extensions can be extended with explainability
needs. The extended Use Case tables can be exported as PDF or CSV files
and reimported into the tool.

To validate the usability of the tool, usability tests with the System
Usability Scale (SUS) were conducted with nine participants. The average
SUS score was 87.8%, indicating excellent usability. In addition, comments
and reactions of the attendees were noted and used to further improve the
‘Use Case Tool’. The results show that the features of the developed tool
are well integrated and that the system was self-explanatory for the study
participants.
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Zusammenfassung

Die Erfüllung nicht-funktionaler Anforderungen, wie z. B. Erklärbarkeit,
wird bei der Entwicklung neuer Software immer wichtiger, um das Verständ-
nis der Benutzer und die Qualität der Software zu verbessern. Erklärungen
können Benutzern helfen, die Schwierigkeiten bei der Benutzung einer
Software haben. Darüber hinaus können sie den Zweck erklären und das
Verständnis bestimmter Benutzeroberflächen-Elemente verbessern. Um den
Entwicklungsprozess effizienter zu gestalten, sollte der Bedarf an Erklär-
barkeit bereits in der Planungsphase erkannt und berücksichtigt werden.
Mögliche Verständnisschwierigkeiten der zukünftigen Nutzergruppe können
so frühzeitig erkannt und direkt bei der Entwicklung und beim Testen
berücksichtigt werden.

Die vorliegende Arbeit dokumentiert den Entwicklungsprozess des ‘Use
Case Tools’, einschließlich der Anforderungserhebung und -dokumentation,
zur frühzeitigen Erfassung von Erklärungsbedarf im Softwareentwicklungs-
prozess. Das Tool analysiert alle Use Case-Tabellen einer Software Requi-
rements Specification (SRS) im kopierfähigen PDF-Format und stellt sie
in einer Benutzeroberfläche dar. Jeder Schritt des Hauptszenarios und der
Erweiterungen der Use Cases kann um Erklärungsbedarf erweitert werden.
Die erweiterten Use Case-Tabellen können als PDF- oder CSV-Dateien
exportiert und wieder in das Tool importiert werden.

Um die Benutzerfreundlichkeit des Tools zu validieren, wurden Usability-
Tests mit der System Usability Scale (SUS) mit neun Teilnehmern durch-
geführt. Der durchschnittliche SUS-Wert lag bei 87,8%, was auf eine
ausgezeichnete Benutzerfreundlichkeit hindeutet. Darüber hinaus wurden
die Kommentare und Reaktionen der Teilnehmer notiert und zur weiteren
Verbesserung des ‘Use Case Tools’ genutzt. Die Ergebnisse zeigen, dass die
Funktionen des entwickelten Tools gut integriert sind und dass das System
für die Studienteilnehmer selbsterklärend war.
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Chapter 1

Introduction

Modern software systems are increasingly characterized by the use of
artificial intelligence and complex algorithms. This means that software is
becoming increasingly opaque and incomprehensible to its users [16, 35, 36],
which can lead to a decreasing trust that users have in a software [35]. To
avoid this problem, developers can integrate explanations into the software.
Explanations are intended to help users operate the system or clarify certain
issues for them [16].

1.1 Motivation

Explainability, as a Non-Functional Requirement (NFR), is becoming in-
creasingly important in the development of new software systems [16, 35].
Satisfying NFRs is important for achieving high software quality [15]. One
difficulty is to find out at an early stage where there might be ambiguities
in the use of the software for the future user group. The first step towards
developing a new software is planning. In traditional development processes,
this usually involves writing a Software Requirements Specification (SRS),
which was first defined by the Institute of Electrical and Electronic Engineers
(IEEE) in 1984 [25]. An SRS contains the customer’s requirements for
the software and describes the planned implementation. To get a more
accurate picture of the software’s functionality, Use Cases are written for
each interaction between the system and its actors [29]. This is usually
done in the form of tables, for example based on the template introduced by
Cockburn [17]. When reviewing the Use Case tables, software stakeholders
may already notice ambiguities in the system.

1.2 Problem Statement

The development of new software faces a significant challenge: users cannot
test it until the development or prototyping phase is complete. Consequently,
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2 CHAPTER 1. INTRODUCTION

the software may lack clarity or explanations, or fail to convey its intended
benefits to users. However, ensuring user satisfaction with the level of
explainability prior to implementation is challenging, as users often have
to rely on their tacit knowledge [19]. Currently, explainability needs are
addressed after implementation, requiring iterative development cycles to
improve them. Users can only provide feedback based on their experience
with the software that has already been implemented, which can then be
taken into account to start with a new iterative development cycle. These
iterative processes increase development time and cost. This underlines the
importance of identifying explainability requirements early in the design
phase, as noted by Chazette et al. [14].

1.3 Solution Approach

The aim of this work is to integrate additional explainability requirements
into software systems as early as possible. The best time to intervene is
during software planning, after the SRS is written. In this thesis, a tool to
extend Use Case tables from an SRS with explainability needs is developed.
The tool can import SRSs in copyable PDF format, from which the Use
Case tables are extracted and displayed. Explanations can be added to the
steps of the main scenario and extensions in the User Interface (UI), which
are displayed in an additional row in the tables when the Use Case tables
are exported. This way, stakeholders that review the Use Case tables can
express their explainability needs at an early stage in development, which
in turn can be taken into account when implementing the software. This
makes the integration of explanations more efficient. Ultimately, it makes the
software easier to understand and more attractive to the user. In order to test
the usability of the developed tool, usability tests are carried out with nine
participants. The tool is being developed for the Software Engineering Group
of Leibniz University, which focuses on planned and structured software
development. Their aim is to use the tool for future studies.

1.4 Thesis Structure

To achieve the above goals, this thesis first discusses the basics of SRS,
explainability, and technical prerequisites in Chapter 2. It also provides a
classification of related work. Chapter 3 covers the requirements elicitation
for the tool to be developed with functional, non-functional and explainabil-
ity requirements. This is followed by the description of the implementation
in Chapter 4, after which the structure of the study is discussed in Chapter 5.
The results of the usability testing are presented in Chapter 6. The discussion
of the results, improvements and limitations of this work are described in
Chapter 7. Finally, Chapter 8 concludes and discusses future work.



Chapter 2

Background and Related Work

This chapter introduces basic software engineering concepts and standards
of software development that are relevant to the understanding of this work.
This is followed by a discussion of related work on parsing and processing
SRS content.

2.1 Software Requirements Specification

In 1984, the IEEE specified what should be written in a good Software Re-
quirements Specification (SRS), and what characteristics it should have [25].
The SRS, as the name implies, is about the collection of requirements from
a customer for a new software to be developed. To maintain flexibility,
these requirements should avoid details about design, project management,
or verification. Only design constraints should be used when necessary. In
addition, all requirements should be ranked to define which requirement is
the most important and which is just an add-on [25].

The SRS should be the product of both the customer’s and the supplier’s
expertise. The customer is an expert in his or her field and is aware of the
requirements for the new software. The supplier is an expert in his or her field
and therefore knows everything about the development process and software
design. Only their combined knowledge can lead to a good SRS [25, 26].

According to IEEE [25], a good SRS should be unambiguous, complete,
verifiable, consistent, modifiable, traceable and usable during operation and
maintenance phase. This means that all requirements should have only one
interpretation, and if the SRS is written in natural language, it should be
checked for ambiguity by someone independent [26]. In order to be complete,
an SRS must include functional and non-functional requirements, as well
as necessary constraints or interfaces [25, 26]. All functions and features
that a software has or should have are expressed in functional requirements.
NFRs are also known as quality requirements or constraints. This means
that the software is restricted to a certain extent. For example, a certain
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4 CHAPTER 2. BACKGROUND AND RELATED WORK

level of performance, security, or maintainability may be required, so lower-
level requirements are removed from the solution [11, 28]. In addition, it is
necessary to define how the software will react to a variety of valid and invalid
input data. A requirement is verifiable if it is possible to measure whether it
has succeeded or failed. To ensure consistency and modifiability in an SRS,
requirements should not conflict, duplication should be avoided, and changes
should be easily possible. Traceability is required in an SRS so that the
various stages of development can be traced backwards and forwards [25, 26].

2.1.1 Use Cases

Use cases are used within an SRS to clarify how the software being developed
will behave based on its functionality. A Use Case describes the interaction
between an actor, who wants to achieve a certain goal, and the software [18,
23]. Use cases should be written as simple text to avoid misunderstandings
between the supplier and the customer. In addition, Use Cases are used as
a contract between all parties [18].

In 1987, Ivar Jacobson first introduced the idea of Use Cases at
the OOPSLA (Object-Oriented Programming, Systems, Languages, and
Applications) conference [29]. He realized that not all of a system’s behaviors
could easily be written down in a single description. Consequently, it was
more convenient to describe different behaviors separately in order to be
understandable. One of these behaviors, which is further divided into a
dialogue between the user and the system, is a Use Case. The dialogue is
a combination of a user action and a system response. At this point, it
should be clarified that a user is meant to be a person who actually interacts
with the system. In contrast, a user can have different roles. Each role has
different tasks while using the system. A Use Case ends when no more (new)
actions can be performed. Then another Use Case can be triggered [29].

In general, there is not just one right way to write Use Cases. It always
depends on what the goal is that someone is trying to accomplish with a Use
Case. For example, Use Cases can be used to gather requirements, discuss
about future requirements, describe a work process, or create documentation
for the system’s design. When a new system is being developed, black box
Use Cases are written. White box Use Cases are written when the purpose
is a work process. Black box means that there is no need to know the inner
workings of a system, while white box means that it is necessary to know
everything about the inner workings [18].

In Table 2.1, a template for a Use Case table is shown. It is based on
the template and work by Alistair Cockburn [17, 18] and is currently the
template used by the Software Engineering Group. The only difference from
this table is that the actual template is in German. The first row contains
the Use Case number and a brief description of the goal that the Use Case
reflects. This is followed by a longer explanation of the goal of the Use Case
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in its context. The scope describes (part of) the system referred to in the
Use Case, and the level describes the importance of the task or function.
Preconditions define the state of the system or world that the Use Case
expects. Until the state is not completed, the system has a state called
the minimal guarantee. The success guarantee is the state when the goal
is achieved. Stakeholders are people who are directly or indirectly involved
in a Use Case. A primary actor is a person or group with the same role
who primarily gets involved with the Use Case. A trigger is an action in the
system that causes a Use Case to be activated [17, 18]. The main scenario [30]
or main success scenario [17, 18] describes the dialogue between the user
and the system in steps, starting from the trigger and ending with the goal
achieved or the cleanup afterwards. The extensions contain all scenarios that
cause a different action to that of the main scenario, always referring to one
step. Priority and frequency are marked as optional by Cockburn, but are
included in the Software Engineering Group’s template. Frequency indicates
how often this Use Case will occur, and priority reflects whether this is an
important feature [17, 18].

Use Case <1> <goal as a short active verb phrase>
Goal in Context <a longer statement of the goal in context if needed>
Scope <what system is being considered black box under

design>
Level <one of: Summary, Primary Task, Subfunction>
Preconditions <what we expect is already the state of the world>
Minimal Guarantee <the state of the world upon successful completion>
Success Guarantee <the state of the world if goal abandoned>
Stakeholders <other systems relied upon to accomplish Use Case>
Primary actor <a role name or description for the primary actor>
Trigger <the action upon the system that starts the Use Case>
Main scenario <Step> <Action>

1. <put here the steps of the scenario from trigger to goal
delivery, and any cleanup after>
2. < ... >

Extensions <Step> <Branching Action>
1a. <condition causing branching> :
<action or name of sub.Use Case>
1b. < ... >

Priority <how critical to your system / organization>
Frequency <how often it is expected to happen>

Table 2.1: Use Case table template according to Cockburn [17, 18],
adapted for use by the Software Engineering Group
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In order to get an overview and a better understanding of the relation-
ships between all Use Cases of a system, a Use Case diagram can be drawn.
This is typically done using the Unified Modeling Language (UML) [18, 30].
An example is shown in Figure 2.1, which depicts Use Cases of the software
developed in this thesis. Actors are drawn as stick figures and Use Cases
as ellipses. The frame is the system border, which shows everything that is
happening in the system. There are several arrows in UML. In the figure,
there are arrows with an «include» from one Use Case to another. This
means that the Use Case where the line begins is dependent on the Use Case
to which the arrow points. An arrow with «extend» points from one Use
Case to another, interrupting the Use Case from which it comes [18, 23].
Other systems interacting with the Use Cases are drawn as rectangles [23].

Use Case Tool

User

import
SRS

select
Use Case Table

<<include>>

export
Use Case Tables 
as PDF or CSV

add 
Explainability

<<include>>

<<include>>

Figure 2.1: Example of a Use Case diagram (depicting the Use Cases of the
software developed in this thesis)
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2.1.2 Acceptance Testing

Acceptance tests are defined at the end of an SRS and acceptance testing
follows the implementation of a system. This is to ensure that the previously
defined Use Cases are fulfilled [27, 29]. Each acceptance test is written
with a setup, user inputs, and corresponding desired outputs. Typically,
the input is an action a user performs on the system, and the output is
the expected response or behaviour of the system [41]. The fact that the
acceptance tests are based on the Use Cases, and therefore the customer’s
requirements, makes it easy for the customer to determine whether the
system is acceptable or not. [41]. In general, acceptance testing is used to
validate the functionality of a developed system. This includes checking the
interactions between the user and the system, as well as the constraints and
interfaces [24]. Examples of acceptance tests are the ones for the software
developed in this thesis, which can be found in Appendix A.

2.2 Explainability

Deters et al. [20] propose the following definition of explainability: “Ex-
plainability is the ability of a software to be explained to an addressee,
given a specific context of use and depending on the goals of the explainer.”
In the context of software systems, the addressee to whom the system is
explained is a stakeholder of the software. Explanations within this context
typically originate from the software system itself, making the system self-
explanatory. Here, the goal is not dictated by the explainer, but rather by the
product owner who has established the explainability requirements for the
software [20]. In a self-explanatory system, explanations should be integrated
into the UI in a meaningful and appropriate way. This means adding
information that the user needs to understand, for example, the system’s
features, but also omitting unnecessary information. In addition, the design
choices of the chosen explanations are important to avoid overwhelming the
user with too much information and to avoid unnecessarily increasing other
NFRs such as resource consumption [16]. Explainability is a NFR [16, 35].
It is linked to and may interfere with other NFRs such as transparency
and understandability [14, 20], usability [14, 16], performance, development
cost, and security [35]. Therefore, it is important to think about the
possible benefits or mismatches of other NFRs with explainability when
doing requirements analysis [16].

2.3 Likert Scale

In 1932, Rensis Likert invented the Likert scale, which is named after
him [37]. Likert scales are used to measure people’s agreement with
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statements [31, 37, 46, 49]. It is important to note that according to Likert,
the statements should be “expressions of desired behavior and not statements
of fact” [37]. This is because a statement of fact leads to a response not
with the person’s current attitude toward the statement, but most likely
with a preconceived attitude. In addition, all statements should be clear
and unambiguous so that there is no confusion in the reader’s mind. Likert
defined that it is beneficial to have half of the questions’ answers (e.g. the
odd ones) on one side of the agreement level and the other half (e.g. the
even ones) on the other side [37]. This helps to prevent participants from
giving habitual answers or from losing concentration as they have to think
about the given statements [12, 37].

To create a questionnaire, several statements are collected. There
should be more statements than the number that will end up in the
final questionnaire, because they will then be tested on people who are
representative of the future test group and sorted out [12, 37, 46]. After
that, the statements that are the most appropriate for the purpose of the
questionnaire will be selected [37]. The level of agreement of each participant
is originally shown in a 5- or 7-point scale [12, 37, 49]. Table 2.2 shows an
example of a 5-point scale where each attitude is assigned to a number (e.g.
Agree = 4) in order to be able to calculate a score [37].

1 2 3 4 5
Strongly Disagree Disagree Undecided Agree Strongly Agree

Table 2.2: 5-point Likert responding format [13, 37, 49]

2.4 System Usability Scale

The System Usability Scale (SUS) is a Likert scale and was developed by
John Brooke in 1996 [12]. It is designed to quickly and easily measure the
usability of a system using subjective sentiment statements [1, 12]. Ten
statements were selected from a pool of fifty statements based on the fact that
they produced the most extreme responses when rated on a 5-point Likert
scale for two systems requiring different levels of knowledge. Table 2.3 shows
the ten selected statements which are given to the participants after they
have tested a system. The odd-numbered statements received a higher level
of agreement when tested with the pool of fifty statements, and the even-
numbered statements received a higher level of disagreement. The selection
of statements from a pool and the arrangement of the statements indicate
that the SUS is a Likert scale, as described in Section 2.3. Within the SUS,
the level of agreement is typically measured with a 5-point Likert scale, as
shown in Table 2.2 [12].
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Number Statement

1 I think that I would like to use this system frequently
2 I found the system unnecessarily complex
3 I thought the system was easy to use
4 I think that I would need the support of a technical person to be

able to use this system
5 I found the various functions in this system were well integrated
6 I thought there was too much inconsistency in this system
7 I would imagine that most people would learn to use this system

very quickly
8 I found the system very cumbersome to use
9 I felt very confident using the system
10 I needed to learn a lot of things before I could get going with this

system

Table 2.3: Brooke’s SUS Statements [12]

After the SUS is performed, the score should be determined. For each
odd-numbered statement (1, 3, 5, 7, 9), subtract 1 from the attitude value.
For example, if statement one (Table 2.3) was answered with ‘Agree’ (=4),
the calculation based on the ranking in Table 2.2, is ‘4’ minus 1, resulting
in a score of 3 for statement one. For each even-numbered statement (2, 4,
6, 8, 10), subtract the attitude value from 5. For example, if statement two
(Table 2.3) was answered with ‘Strongly Disagree’ (=1), the calculation is 5
minus ‘1’, resulting in a score of 4. After doing this for all 10 statements,
sum the results for each respondent and multiply each sum by 2.5 to get the
System Usability (SU). The SU ranges from 0 to 100 [12]. A higher score
means a better usability, as shown in Figure 2.2. Better usability leads to,
but does not guarantee, higher acceptance according to Bangor et al. [1].

Figure 2.2: SUS score and it’s acceptance, by Bangor et al. [1]
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2.5 Extensible Application Markup Language

The eXtensible Application Markup Language (XAML) was developed by
Microsoft for its .NET framework and is based on the eXtensible Markup
Language (XML). It is a declarative language to describe UIs. Each XAML
file contains a file of associated code – the codebehind. This includes handlers
or events whose behaviors need to be implemented [38]. However, it should
be carefully considered whether it makes sense to write the codebehind
directly into the XAML dependent file, or whether it is better to outsource
it to a separate class that is not UI related. One approach could be applying
the Model-View-ViewModel (MVVM) pattern [48], which is described in
Section 2.7.

2.6 Avalonia

Avalonia is a UI framework launched in late 2013 under the name Perspex
by Steven Kirk [8, 32]. Kirk’s plan was to develop a XAML-based UI
framework on an open source basis. He wanted to improve the known bugs
and problems of the existing Windows Presentation Foundation (WPF) UI
framework [32]. Another of Kirk’s goals was to make the framework run on
a variety of platforms, and not just on Windows like WPF does [6, 32].
Today, applications developed with Avalonia can be used on Windows,
MacOS, Linux, Android, iOS, and WebAssembly. A special feature is that
the UI looks and feels identical on all platforms [6, 8]. These approaches
allow developers to develop on a preferred platform for a customer’s desired
platform. In addition, Avalonia enables independent rendering which gives
even more flexibility and customization to its users [6]. As an open source
project hosted on GitHub [7], Avalonia is constantly being improved and
reviewed [6]. Users can ask questions and provide feedback on existing
developments. This way, the community working on the framework is able
to get continuous feedback to develop new features or improve existing ones.
Users are free to add their own features by forking the Avalonia GitHub
project and adding their own code. Since Avalonia is licensed under the
MIT license [7], it is free of charge and can be commercially used.

2.7 Model-View-ViewModel Pattern

The Model-View-ViewModel (MVVM) pattern helps to separate the code for
the UI from the business logic of an application. This allows more freedom
for changes on both sides. It also simplifies testing, maintainability, and
further development. Different developers can work simultaneously on UI
design and business logic [48]. This can limit the cost and time spent on the
application. In addition, the MVVM pattern makes it easier to reuse parts
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of the code, whether it is the design or the business logic [48].
Figure 2.3 depicts the connections between the View, the ViewModel,

and the Model. The solid lines from right to left show that the View has
knowledge about the ViewModel, and the ViewModel has knowledge about
the Model. This knowledge does not flow in the other direction. The View
is the UI that the user sees when using the software, typically written in
XAML. It should contain as little codebehind as possible. The ViewModel is
and should be used to define properties and commands that are invoked in
the View through data binding. The dashed line from the ViewModel to the
View shows that the ViewModel sends notifications to the View when a state
changes. In the Model, the data model and the business logic are defined.
It is updated by the ViewModel and sends notifications to the ViewModel
when a state changes [48].

ModelViewModelView

Send notifications Send notifications

Data Binding
and Commands

ViewModel updates
the model

Figure 2.3: Model-View-ViewModel pattern according to Stonis [48]

2.8 Tabula

Manuel Aristarán started developing Tabula in late 2012 [4] and presented it
to the public in an article in early 2013 [3]. Tabula was developed as a web
application. It was designed to upload text based PDF files and extract table
data from them. The extracted data was in CSV format. Since Tabula is
licensed under the MIT license, it is open source and free of charge [3]. In the
middle of 2013, Aristarán et al. [4] began working on the Tabula repository
on GitHub. They updated and developed the repository for several years
with the help of their users and sponsors who could help them with bug
reports, feature ideas, and financial support. The repository has not been
updated since 2020, but there are now other GitHub repositories that use
Tabula as a base, for example to embed it in a C# project [10].

2.9 Related Work

Several papers have been found that have the goal of improving the quality
of SRSs and thus also improving the result of the final product of an SRS.
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Since this is also part of the goal of this thesis, these papers can be considered
related work.

Osborne and MacNish [43] presented a method to enhance the clarity
of SRSs by using controlled natural language in conjunction with Natural
Language Processing (NLP) techniques in 1996. Their goal was to resolve
ambiguities in SRS by limiting the language scope and extending the
capabilities of a toolkit with features such as parse selection and error
diagnosis. Their case study demonstrates how their system can refine SRS
assertions, detect ambiguities, and generate logical forms to improve the
alignment with customer needs and reduce system errors.

Since 1996, other authors such as Umber and Bajwa [52], Kuchta and
Padhiyar [34], or Fatwanto [22] have also worked on decreasing ambiguities
of natural language in SRSs with different approaches. Umber and
Bajwa [52] proposed a method to transform an English SRS into a controlled
representation using the Semantic of Business Vocabulary and Rules (SBVR)
standard. Kuchta and Padhiyar [34] developed an experimental application
to extract disambiguating SRS concepts by calculating distances between
meanings derived from the WordNet ontology. Fatwanto [22] proposed a
method to reduce the ambiguity and incompleteness of natural language
SRSs by transforming them into object-oriented ones.

Ali et al. [2] developed a methodology to enhance the quality of
SRSs, addressing the unsatisfactory success rate of software products
due to SRS deficiencies. Their approach described steps to ensure the
completeness and correctness of requirements, including parsing for domain
comprehensiveness, stakeholder perspective mapping, validation, and an
external review. The result of this process is the Total Quality Score for
the tested SRS. The use of the authors’ method in projects resulted in a
better score than the score with external review only.

All these papers work on the same goal: to achieve high software quality
based on an SRS. Most of the papers found include the ambiguities that
come with the usage of natural written language. This thesis also focuses to
a certain extent on ambiguities in the Use Case tables of an SRS, but more
specifically on noting missing explanations that the future user group needs
in order to understand and use the software to be developed.



Chapter 3

Requirements Elicitation

This chapter deals with the requirements elicitation process and the stake-
holders of the ‘Use Case Tool’. Functional and non-functional requirements
are determined and a guideline for the development of the tool is created.
Since the application is being developed for the Software Engineering Group
of the Leibniz University, the following requirements are elicited from the
supervisor of this thesis.

3.1 Stakeholders

Stakeholders can be divided into primary and secondary stakeholders [39].
Primary stakeholders have a direct impact on the outcome of the product,
for example, they have ordered the product and have an overview of the
finances. They can be private sector companies, local or national government
agencies, as well as influential figures like politicians and officials who may
not be directly affected but have the ability to influence outcomes. Secondary
stakeholders do not have direct influence, but they have an interest in the
outcome of a product. They may be customers who will use the product, or
employees who fear losing their jobs because of the product [39].

For the ‘Use Case Tool’, a primary stakeholder is the Software En-
gineering Group of Leibniz University, as they initiated the development
of the tool. In addition, the developer has significant influence over the
outcome of the tool and is therefore another primary stakeholder. Other
primary stakeholders are the Leibniz University, the state Lower Saxony
and Germany, as they indirectly influence the research of the Software
Engineering Group through funding [21].

The users for whom the ‘Use Case Tool’ was developed are considered
secondary stakeholders. These are mainly study participants with knowledge
about explainability needs who extend Use Case tables from an SRS.
Secondary stakeholders are also those involved in the usability testing of
the tool. Since secondary stakeholders are considered to be German, the
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language used within the tool is German. In the following, the Software
Engineering Group, a primary stakeholder, and all secondary stakeholders
are referred to as users because they will be using the tool for development,
testing, studies, and research.

3.2 Functional Requirements

All necessary functions and features of the ‘Use Case Tool’ are collected and
prioritized. The first requirement has the highest priority and the last the
lowest.

R01 The tool should be able to import Use Case tables following the
Cockburn template [17] from an SRS according to the template of
the Software Engineering Group in copyable PDF format.

R02 All Use Case table titles should be clearly displayed in the UI and be
clickable in order to access the corresponding Use Case table.

R03 Each individual step of the main scenario and extensions should be
able to be enriched with explainability needs in the tool’s UI.

R04 The explainability needs added to the main scenario and extensions
steps are added to the Use Case tables in a new line called “Erklärungs-
bedarf” and the corresponding step number when the Use Case tables
are exported.

R05 The tool should be able to export extended Use Case tables as PDF
and CSV files.

The most important functional requirement of the ‘Use Case Tool’ is the
ability to import the Use Case tables from an SRS that is in a copyable PDF
format (R01). The SRS template is defined by the Engineering Group and
the Use Case tables included are based on the template by Cockburn [17].
The next important functional requirement is that all Use Case tables should
be clearly displayed in the UI (R02). This is necessary to navigate through
all the contents of the tables. The main scenario and extensions steps of
each Use Case should be able to be enriched with explainability needs in
the UI (R03). This is the main purpose of the tool to be developed, but it
is not the highest priority in the functional requirements, because the first
requirements have to be developed before this can be implemented. The next
functional requirement is that the explainability needs added in the UI can
be added to Use Case tables as an additional row called “Erklärungsbedarf”
(explainability needs) when exported (R04). It is important that the new
row should contain the step that was extended in the main scenario or in the
extensions. The least important functional requirement is the export of the
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extended Use Case tables as PDF and CSV files (R05). It should be noted
that the importance of the functional requirements was also prioritized after
the implementation process.

3.3 Non-functional Requirements

This section contains the NFRs, which are some constraints to the ‘Use Case
Tool’. They are also prioritized from highest to lowest priority.

NR01 The tool should be easy to install on a system running Windows 11.

NR02 The tool should be usable on a screen of at least 16 inches in size.

NR03 The UI should be in German.

Most importantly, since Windows 11 is the default operating system of
the Software Engineering Group’s computers, the ‘Use Case Tool’ should be
easy to install and run on a system running Windows 11 (NR01). The next
important NFR is that the tool should be usable on a screen of at least 16
inches in size, so that there is enough space to display the contents of the Use
Case tables in an appropriate font size (NR02), and that no UI elements are
truncated. Since the tool is intended for German developers and users, the
UI should be in German (NR03). This is the least important requirement,
since the tool itself will not contain much text, so it can be changed quickly.

3.4 Workflow

Once the requirements were established, the workflow of the ‘Use Case Tool’
was defined to ensure that all the necessary functionality was considered.
The workflow is shown as an activity diagram in Figure 3.1. There are two
partitions for the actors which are the user and the tool itself. The black
dot represents the starting point of the activity after opening the ‘Use Case
Tool’. First, the user can import an SRS that is in a copyable PDF format.
Then, the tool parses the Use Case tables from the SRS and splits the main
scenario and the extensions into steps. Next, the user can select a Use Case
table from a list of all tables. If the user wants to add explainability needs,
an input field belonging to a step of the main scenario or the extensions can
be used. The user input will be written to the internal data structure of the
tool. Afterwards, the user can select and edit other Use Case tables or decide
to export the extended Use Case tables as PDF or CSV file. If the user wants
to add more explainability needs to another Use Case table, another table
can be selected and the aforementioned steps are repeated. When the user
finishes adding explainability needs and exports the Use Case tables, the
tool adds a row called “Erklärungsbedarf” to the extended Use Case tables
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and exports all tables. This completes the activity, which is indicated by the
black dot surrounded by another circle.

Use Case Tool

User Tool

import SRS

select
Use Case Table

add / edit 
Explainability Needs

save Explainability Needs 
to internal Data Structure

split Main Scenario and 
Extensions into Steps

parse
Use Case Tables

export
PDF / CSV

[select another Use Case Table]

[Editing completed]

[Editing completed] [click in Input Field]

add Explainability Needs 
Row to extended Tables

Figure 3.1: Activity diagram of the ‘Use Case Tool’

3.5 MockUp

Based on the functional and non-functional requirements gathered from the
thesis supervisor, the mockup shown in Figure 3.2 was created. It includes
an import button to parse the Use Case tables of an SRS (R01) and an
export button to export the Use Case tables with explainability needs (R04,
R05). On the left are buttons to select the different Use Case tables (R02)
and on the right are input fields for the user to add explainability needs to
each main scenario and extensions step (R03). The language of the mockup
is German to satisfy constraint NR03.
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Figure 3.2: UI Mockup of the ‘Use Case Tool’
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3.6 Explainability Requirements

Throughout its development, the ‘Use Case Tool’ has been constantly
reviewed and refined. During this process, the following explainability
requirements have been raised. These are also prioritized from highest to
lowest importance.

ER01 After starting the tool, a brief description of its features should be
displayed.

ER02 An explanation of explainability needs should be included above the
input fields.

ER03 The list of Use Case table titles should contain an icon when an input
field of a Use Case table has been edited.

In order to inform users about the possibilities of the ‘Use Case Tool’, a
brief description of its features should be displayed after starting it (ER01).
This is the most important explainability requirement. The next important
one is that an explanation of explainability needs should be included above
the user input fields (ER02). This should be done to clarify what users
are supposed to enter. The final explainability requirement is an icon that
should appear in each table in the list of Use Case table titles when an input
field has already been edited to give the user an overview on his or her edited
Use Case tables (ER03).



Chapter 4

Implementation

This chapter covers the prerequisites, as well as the development process of
the ‘Use Case Tool’ and the difficulties along the way. While the prerequisites
include the choice of frameworks and libraries, the development process
includes the main features and add-ons of the tool.

4.1 Prerequisites

At the beginning of the implementation, the question was which program-
ming language to use and which frameworks and libraries would help to meet
the requirements. The ‘Use Case Tool’ was to be developed preferably on
macOS, and one of the requirements was that it should run on Windows
11. To ensure that the UI would look the same on both macOS and
Windows during the development process, UI frameworks were researched
and tested. The first framework considered was Uno platform [53], which
supports all current operating systems and is open source. Once installed,
all attempts to run a sample project failed due to various NuGet errors.
NuGet manages libraries developed by others that can be used in .NET
developments [40]. Afterwards, Avalonia (Section 2.6) was discovered and
tested. The setup was flawless on both, macOS and Windows 11 and official
sample projects provided looked identical on both platforms, making it a
promising candidate. Since Avalonia is free for commercial use, platform
independent, and therefore cost-effective and easy to update over the long
term, it was the obvious choice. As Avalonia applications are written in
a .NET language [6], the chosen programming language for the ‘Use Case
Tool’ is C#. In addition, the MVVM pattern (Section 2.7) is used to keep
development and maintainability more flexible.

The main purpose of the tool is to parse Use Case tables from an SRS
in copyable PDF format and display them in the UI. To accomplish this, a
library was needed to parse the table contents. This was necessary because
each cell had to be read and then written to an internal data structure,
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which was not easily done with a text parsing library alone. During the
research, Tabula (Section 2.8) stood out, especially for parsing table contents
of copyable PDF files.

The MigraDocCore [47] library is used to enable the PDF export. It
can generate documents by adding for example paragraphs and tables to
sections. If tables do not fit on one page, they are automatically split into
two pages based on the defined margins. Since it is open source under the
MIT license just like Tabula, it is free to use and commercially usable.

4.2 Development Process

This section describes the development process of the ‘Use Case Tool’.
During the development, errors and difficulties were handled in an agile
manner at all times.

4.2.1 User Interface

The first view a user sees when opening the ‘Use Case Tool’ is the ImportView
shown in Figure 4.1. It contains a brief description of the available features
and a button to import an SRS or a PDF previously exported with the
tool. The button action is bound to the OpenFilePicker method (see
Section 4.2.2).

Figure 4.1: ImportView of the ‘Use Case Tool’

After importing, the UseCaseView shown in Figure 4.2 is displayed full
screen. It consists of two rows in a Grid. One for the top bar with the
import, Use Case diagram, and export buttons, and the second with the
Use Case tables. The second row is itself a Grid with three columns. On
the left, the first column displays a ListBox containing a dynamic number
of Use Case table titles of an imported file, as the number varies for each
SRS. To provide visual feedback to the user when selecting a Use Case table,
the Border is implemented in two styles: one for unselected items and one
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for a selected item. This is controlled by the IsVisible property, which is
bound to the IsSelected property of a ListBoxItem. The second column is
for a GridSplitter, which allows to change the width of the ListBoxItems
by the user. This can be useful if a title of the tables is very long, since
the ListBox is oriented to the length of the title. The third column on the
right displays the contents of a selected Use Case table in a DataGrid. This
contains two DataGridTextColumns: one for the first column of a Use Case
table and one for the second column and user input. The second column
is implemented as a Grid with three columns. The first of these three
columns is for the contents of the second column of the Use Case table.
This column is bound to an internal data structure: either one string as
Content and an empty ContentList or, in the case of the main scenario or
extensions, an empty Content and multiple strings (steps) as ContentList.
If the ContentList is empty, meaning that the current row is neither a
main scenario nor extensions, the first column is stretched across all three
columns. To achieve this, a Converter is used that adapts the emptiness
of ContentList, or the inverse of it, to a Boolean value so that it can be
bound to the IsVisible property of the controls. If the current row is a
main scenario or extensions, the first of the three columns contains all steps
in a ListBox. The second of the three columns is a GridSplitter, so that
the width of the second and third column can be changed by dragging the
bar between them. The third of the three columns is again a ListBox to
display all the numbers from the main scenario or the extensions, followed
by a TextBox to allow user input in the UI.

Figure 4.2: UseCaseView of the ‘Use Case Tool’
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4.2.2 Import

First, an OpenFilePicker method is implemented. To be able to import
files with umlauts or spaces, the path parameter is decoded right away at the
beginning of the function. an SRS in copyable PDF format can be imported,
as well as Use Case tables previously exported with the tool as PDF. An
iteration through all pages is implemented using Tabula. Tabula for C# has
two different modes: the stream mode with the BasicExtractionAlgorithm
and the lattice mode with the SpreadsheetExtractionAlgorithm [10].
The lattice mode is chosen because it parses each cell of the Use Case
tables separately, making it easier to transfer the contents to the internal
representation of the data structure. Then, an iteration through all the
tables on a page found by Tabula is implemented with the constraint of two
columns. This helps to skip all tables that cannot come into consideration
for the Use Case table template that the Software Engineering Group is
using. If a table with two columns is found, all contents are checked for
parsing. To provide a basis for the following parsing steps, the different
new line representations of the operating systems of a string in each cell
are replaced by a uniform “\n”. The first check for a Use Case table is
that the table starts with the string “Use Case”. Then, a new UseCase
instance is created and the title is added. The first and second columns
of a table are parsed together after checking the contents of the first
column, which is described in the following. The content of the second
column in each row can be added as a string to Content of the UseCase
instance if the first column does not start with “Hauptszenario” (main
scenario), “Erweiterung” (extension), or “Erklärungsbedarf”. If it does start
with “Hauptszenario” or “Erweiterung”, the content has to be added as a
dynamic list to the ContentList of the UseCase instance because there are
different numbers of steps. Regular expressions are used to separate the
steps. The regular expression “\n\d+[.:]?[a-z]?(?:[.:]\d+\s*)*” is used to
separate multiple steps by a newline and a subsequent number, which can
be followed by a period or colon, and a letter, which can also be followed by a
period or colon. For example, “\n2.”, “\n2a:” “\n2.a”, “\n2:a:” are recognized
patterns to split steps. The extraction of the first step is done with the
same regular expression, but without the leading “\n”. A SplitEnumeration
method is implemented to split the number (Number), the text behind the
number(Content), and an input field (InputText) of each step, which are
stored as a NumberContentInput property. If the content of the first column
of a table starts with “Erklärungsbedarf”, this means that Use Case tables
have already been edited and exported with the tool. This content is
therefore reimported and allows users to edit previous input in the UI. To
be able to edit the previous written explainability needs, each need from
the ContentList according to main scenario and extensions has to be split
and added to the NumberContentInput property. To achieve this, different
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regular expressions have to be used additionally with the SplitEnumeration
method. The regular expressions are the same as above, but with a
trailing “H:” for the main scenario and a trailing “E:” for the extensions
(see Section 4.2.3). The steps of the “Erklärungsbedarf” ContentList
have to be written into the correct InputText of the NumberContentInput
property of main scenario or extensions. Two loops are implemented
to iterate through the main scenario or extensions ContentList and
“Erklärungsbedarf” ContentList to find the matching Number of the main
scenario or extensions and the InputText from the “Erklärungsbedarf”
ContentList. After all Use Case tables have been parsed, the contents
can be displayed in the UseCaseView. A Transitioning Content Control [9]
is chosen to be able to switch between different contents in a window. This
helps to switch from the ImportView with the first import option to the
UseCaseView and could be easily extended by more views in the future.

4.2.3 Export

An ExportButton_Clicked method is implemented in the UseCaseView.
Since PDF and CSV files have to be exported, two different ways had to
be implemented. The PDF export uses MigraDocCore to create a new
document and add a section and a paragraph. An iteration through all
parsed and cached Use Case tables is implemented, adding a new table
and the first row with the Use Case table title in two columns. This is
followed by an iteration through all rows of a cached Use Case table. The
content of the first column of the cached table is then added to the first
column of the new row. If the first column contains the main scenario or the
extensions, each Content of its ContentList is added to the allContents
string, which is then added to the second column of the new row. In addition,
each InputText of its ContentList that contains the explainability needs, is
added to the allInputsMainScenario or allInputsExtension string with
its Number. If it is not the main scenario or the extensions the second
column can be added immediately to the second column of the new row,
since it contains only a string. A Boolean is implemented to ensure that
the explainability needs added in the UI are inserted in the right row. If
the Boolean is true, they are added to the next row, which means below the
main scenario row if no extensions are available, or below the extensions. In
addition, an “H:” for ‘Hauptszenario’ is added to all numbers of InputText
that belong to the main scenario, and an “E” for ‘Erweiterungen’ is added if
they belong to the extensions. After iterating through all Use Case tables,
a new instance of the PdfDocumentRenderer is created and the document is
added and rendered into a PDF file. For the CSV export, a new object of the
StringBuilder is instantiated. An iteration through all Use Case tables is
implemented, which joins all columns in a row with a semicolon. A semicolon
is used because commas are often used in written language, which can cause
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problems in the exported file. As with the PDF export, a Boolean is used to
insert the explainability needs row in the right place, and the ContentList of
main scenario and extensions is iterated through to assemble various strings
with its Number and InputText. Each row of a Use Case table is appended
separately to create the same number of rows as with the PDF export. The
steps of the main scenario, extensions and explainability needs rows are
concatenated with a semicolon so that each step has its own column cell.
Finally, the StringBuilder instance is appended to a CSV file.

4.2.4 Add-Ons

This section presents all the add-ons that have been implemented in addition
to the main features.

Explainability Needs Hint

During the implementation, it was discovered that interaction explanations
for the input fields were missing. To achieve that users would know what
to write in them, the outstanding text “Erklärungsbedarf” is written above
the input fields which is supported by a hint “?” that has a hover effect with
further explanation (see Figure 4.3). In addition, a placeholder was added
to the input fields.

Figure 4.3: Hint for Explainability needs for the input fields of the
‘Use Case Tool’

Use Case Diagram

The UseCaseDiagramWindow can be opened as a separate window using the
button on the top of the UseCaseView. To access the diagram, all images
are parsed in the OpenFilePicker method. They are cached in a list of
IPdfImage, which is an interface of the PdfPig library [51] that is installed
with Tabula. To be able to display an image in the UI, each image in the list
is converted to a Bitmap, which is stored in a tuple with the page number it
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was found on. This list is passed to the UseCaseDiagramViewModel, which
selects the image that is on the same page as the first Use Case table or on
the previous page. If no image is found on these pages, or if the image is not
in PNG or JPEG format, the window displays a note with this information.

Pencil Icon

Because users may want to review their previously added explainability
needs in the UI before exporting, the pencil icon in the list of Use Case
tables clearly indicates which Use Cases already have been supplemented
with explainability needs. When something is written into an InputText, a
Boolean is getting notified that is bound to each ListBoxItem on the left
in the UseCaseView. The icon was self-designed, has a hover effect with an
explanation, and is displayed on the left of a Use Case table button in the
list, as shown in Figure 4.4.

Figure 4.4: The Pencil Icon in the list of Use Case table titles indicates
that a table has been edited

Message Boxes

Message boxes are implemented to prevent accidental closing and to provide
feedback that the export was successful. The MessageBox.Avalonia [5]
library is used, which allows the definition of custom buttons. The message
boxes are used as a warning when the user clicks the import button in the
UseCaseView or wants to close the whole tool (see Figure 4.5). After a file
has been exported, a message box is used to indicate that the file has been
successfully saved and to display the name and absolute path (see Figure 4.6).

Figure 4.5: Message box that warns the user when clicking the import or
close button
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Figure 4.6: Message box indicating successful export

4.3 Difficulties

During the implementation of the import, many difficulties were encountered
in parsing the Use Case tables as a whole. The first one was that the stream
mode of Tabula was used where each cell was not parsed separately and
the texts were mixed. This was solved by using the lattice mode. Another
problem was that many tables were split on two pages somewhere between
their rows or, in the worst case, between the steps of the main scenario or the
extensions. This was first solved with a helper string and the prerequisite
that the entire first Use Case table had to be written on one page. The last
row string of the first column was written into the helper string, so that
the following tables could be checked whether they were split or not. Since
this was a big limitation, it was later changed to a helper Boolean that is
true if a table with “Use Case” is found. This way a new UseCase object
is instantiated only if the Boolean is false, and it is clear when the rest of
a table is on another page and can be added to the last parsed table. In
some sample SRSs, Tabula recognized the same Use Case table or some of
its rows multiple times, or merged two different Use Case tables when they
were on the same page. To avoid adding a second table, another helper
Boolean is used to check if a Use Case table was found and the first row
contains the string “Use Case” a second time. If the Boolean is true, all
subsequent content is not parsed. A method CheckForDuplicatedContent
is implemented to check if a row is already contained in the current Use
Case table and if so, the row is skipped. Tabula can sometimes recognize the
content of a split cell on the next page, and if it does, the text can be added
to the previous row. Here it was important to distinguish between Content
and ContentList. A parsed string can easily be added to the Content, while
in a ContentList, its last step must be found and the parsed string must
be split into NumberContentInput to add it as a step. SRSs are written by
different people, which leads to the fact that the enumeration steps of the
extensions are written differently. The problem is to define a generic but
useful regular expression that, in the best case, recognizes all of them. In
order to be able to reimport and further edit the InputText, the import and
export to a PDF file had to be carefully implemented, which took a lot of
testing time and readjustment.
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Study Design

After implementing the ‘Use Case Tool’, a user study was conducted. The
aim was to test the usability of the tool as it is supposed to be used in future
studies by the Software Engineering Group. This means that other people
outside the institute will have to use the tool. Therefore, it should be easy to
use and self-explanatory. The following chapter describes how the usability
test was designed, conducted and executed. This also includes the selection
of participants.

5.1 Participants

The participants selected for the usability test had to have a certain level of
prior knowledge. This means that they must already have experience with
the German SRS template defined by the Software Engineering Group of
Leibniz University, in particular with the Use Case tables. The Use Case
tables in this SRS template are based on the template by Cockburn [17].
There was no need for the attendees to have prior knowledge about
explainability.

A total of nine participants took part in the usability test. Convenience
sampling from personal and student networks was used to recruit the
attendees. Accordingly, the participants are students of computer science
at Leibniz University who are at the end of their Bachelor’s degree or have
already completed it. At this point, the participants should have acquired
all the necessary skills to navigate and operate the system, and are therefore
qualified to participate in a generalizable usability test [50].

5.2 Procedure

The setup for the study was a quiet room with tables, chairs and an external
monitor that could be connected to a 14-inch laptop. Due to the NFR
NR01 described in Section 3.3, the study is conducted on a laptop running
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a Windows 11 operating system with the latest version of the ‘Use Case
Tool’ installed. An external monitor was chosen because NR02 (Section 3.3)
defines that the tool should be usable on a screen of at least 16 inches in
size. In addition, a computer mouse was connected to the laptop so that users
would not be negatively affected by using the laptop’s possibly unfamiliar
trackpad.

The participants were invited to a room at the Software Engineering
Group of the Leibniz University in early February 2024. A maximum time
slot of 45 minutes was allocated for each attendee. At the beginning,
each participant received a brief introduction to what the ‘Use Case Tool’
was developed for. This includes that the explainability needs should be
identified as early as possible in the software development process and
should be addressed after the SRS has been written. It was also mentioned
that the usability test they are participating in does not aim to generate
research results regarding explainability needs, but to test the usability and
functionality of the tool. After the introduction, the participants tested the
tool. Data was collected during and after the usability tests. The data
collection process can be seen as a flowchart in Figure 5.1.

9 Participants

Qualitative
DataComments

and
Observations

Usability Testing
with ?Use Case Tool?

Quantitative Data

SUS

Qualitative Results Quantitative Results

Improvement of ?Use Case Tool? 
and Future Work

during testing

after testing

Figure 5.1: Data collection process of usability testing
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5.3 Data Collection

Data was collected both quantitatively and qualitatively following the
approach of Pruitt and Adlin [44]. Typically, quantitative data is collected
through questionnaires or surveys, while qualitative data is collected through
interviews or workshops. In addition, a large number of people tend to be
surveyed quantitatively, while a smaller number of people tend to be surveyed
qualitatively. The collection of all data was completely anonymous.

Qualitative data was collected while the participants tested the usability
of the tool. Each participant was asked to verbalize their thoughts during the
use of the tool according to the think aloud method. In this way, positive
and negative aspects could be noted and used to improve the tool in the
future [33]. In addition, the attendees were observed during use to capture
spontaneous, uncommented reactions. If the participants felt that they had
tested everything, but certain main features had not yet been tested, they
were made aware of this.

Quantitative data was collected after the ‘Use Case Tool’ was tested. The
participants were asked to fill out a questionnaire according to Brooke’s SUS
assessment [12]. The original SUS statements shown in Table 2.3 have been
adapted, but only slightly modified (cf. Table 5.1), to refer to the developed
tool. As the participants are German, the questionnaire was translated
into German. A 5-point Likert scale ranging from 1 - ‘Strongly Disagree’
to 5 - ‘Strongly Agree’, shown in Figure 2.2, was used to determine each
participant’s level of agreement. An overview of the SUS questionnaire and
the Likert scale used in the study can be found in Appendix B.

5.4 Data Analysis

After usability testing was finished, the collected data was analyzed. The
quantitative data from the 5-point Likert scale SUS was used to calculate
the SUS score for each participant. The calculation of the score is described
at the end of Section 2.4. The qualitative data, the notes collected during
usability testing, were sorted, viewed and evaluated alone.
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Number Statement

1 I can well imagine using the tool regularly in a work context.
2 I think the tool is unnecessarily complex.
3 I find the tool easy to use.
4 I think I would need technical support to use the tool.
5 I find that the various functions of the tool are well integrated.
6 I think there are too many inconsistencies in the tool.
7 I can imagine that most people who work with software projects

and specifications will quickly become familiar with how to use the
tool.

8 I find the tool very cumbersome to use.
9 I felt very confident using the tool.
10 I had to learn a lot of things before I could work with the tool.

Table 5.1: Modified usability test statements for the ‘Use Case Tool’
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Results

This chapter describes the results of the usability testing of the ‘Use Case
Tool’. It is divided into quantitative and qualitative data to be evaluated.

6.1 Quantitative Results

The data collected with the statements in Table 5.1 according to the SUS is
shown in Figure 6.1 as a diverging stacked bar chart. This figure also shows
that the statements of a SUS are alternately positive and negative. The odd-
numbered statements are most often rated as ‘Agree’ and ‘Strongly Agree’,
and the even-numbered statements are most often rated as ‘Disagree’ and
‘Strongly Disagree’.
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Figure 6.1: Usability test answers of all participants

All nine participants found the ‘Use Case Tool’ easy to use (statement 3)
and could imagine that stakeholders would quickly become familiar with its
use (statement 7). Seven out of nine attendees (77.8%) could imagine using
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the tool regularly in a work context (statement 1).
No one found the ‘Use Case Tool’ to be unnecessarily complex (state-

ment 2) or cumbersome (statement 8). This is also reflected in the statements
4 and 10, where no one thought that technical support would be necessary
to use the ‘Use Case Tool’ (statement 4) or that they had to learn a lot to
be able to work with the tool (statement 10).

Eight participants (88.9%) felt that the ‘Use Case Tool’s’ features were
well integrated (statement 5) and that the tool had no inconsistencies
(statement 6). One respondent (11.1%) felt that there were inconsistencies
in the Use Case Tool (statement 6). Eight out of nine attendees (88.9%) felt
very confident using the ‘Use Case Tool’ (statement 9). Figure 6.2 shows the
calculated SUS score for each participant.
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Figure 6.2: SUS score for each participant and the average

The thresholds drawn in Figure 6.2 were taken from Bangor et al. [1],
shown in Figure 2.2. Eight scores are above the threshold for good usability
(72.8%), one is slightly below good usability, and six are above the threshold
for excellent usability (85.6%). The average SUS score is 87.8%, which is
above the threshold for excellent usability.

6.2 Qualitative Results

Table 6.1 shows pattern codes [45] for the comments made by the participants
and observations made by the experimenter during the usability tests in the
second row. The first row shows the number of participants who mentioned
the text in the second row, reacted to a feature or forgot to test a feature.

Three participants (33.3%) tried using the tabulator key to move to the
next input field. After this did not work, they commented that this would
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# People Comments and Observations

9 Irritated by export message box
9 Had to think about “H” and “E” in exported Use Case tables
9 Did not try export as CSV file by themselves
9 Tried CSV import after export was possible
8 Wanted to zoom in on Use Case diagram
5 Needed hint for reimport
4 Would write out “H” and “E” and place them elsewhere
3 Wanted to use tabulator key for input fields
3 Searched a save button
2 “Spezifikation öffnen...” misleading
2 “Spezifikation öffnen...” message box irritating if nothing changed
2 Clicked on hint ‘?’
2 Found diagram display error
2 Said that Pencil Icon is helpful
1 Confused why diagram was not exported
1 ‘Erläuterungen und Details’ was not shown in the UI
1 Export message box can not be closed with ESC
1 Confused about missing hint that CSV file cannot be reimported
1 UseCaseDiagramWindow in foreground is good
1 minWidth and minHeight not set on UseCaseView window
1 Diagram vanishes after “Spezifikation öffnen...”, “Ja, verwerfen” and

“Abbrechen” clicked
1 Text after a written ‘;’ is in a new cell in exported CSV file

Table 6.1: Comments and observations from usability testing

be more convenient than working with the mouse.
All participants (100%) were visibly irritated by the message box

containing a long path name that appears after clicking the save button
in the export file picker. One participant (11.1%) tried to close this message
box with the escape key and was frustrated that it did not work. Also,
no one (100%) thought of exporting anything other than PDF files, so the
experimenter gave a hint to look for other formats to export. When the
attendees found out that they could export a CSV file, they all (100%) tried
to import it as well. One participant (11.1%) asked why there is no hint that
an exported CSV file cannot be reimported. Another one (11.1%) found out
that text after a ‘;’ in the input text box is written in a new cell in the
exported CSV file.

In the exported Use Case tables, all participants (100%) had to think
about the meaning of the abbreviations “H” and “E” in the new row called
explainability needs. Four attendees (44.4%) mentioned that they would
write them out as “Hauptszenario” and “Erweiterungen” and that there could



34 CHAPTER 6. RESULTS

be a different row for each in the exported tables.
Five participants (55.6%) did not try to reimport an exported PDF file.

They were given a hint by the examiner after they said that they do not
know what else they could try. Two of the attendees (22.2%) said that the
“Spezifikation öffnen...” (‘Open specification...’) button is misleading because
the exported file contains only the Use Case tables and is not an SRS. The
message box that appears when the “Spezifikation öffnen...” button is clicked
was mentioned as confusing when nothing was edited by two participants
(22.2%).

Eight of the participants (88.9%) tried to zoom in on the Use Case
diagram. Two of them (22.2%) found a display error that appeared in
different window sizes when the window was resized. One attendee (11.1%)
was confused that the diagram was not exported to the PDF file. Another
one (11.1%) found out that the diagram disappeared after clicking the
combination of “Spezifikation öffnen...”, “Ja, verwerfen” (‘Yes, discard’) and
“Abbrechen” (‘Cancel’). One participant (11.1%) was particularly positive
about the fact that the UseCaseDiagramWindow stays in the foreground after
opening.

Three attendees (33.3%) looked for a button to save the data during
the test. Two (22.2%) clicked multiple times on the ‘?’ that has a hover
effect and contains a hint. The Pencil-Icon was described as helpful by
two participants (22.2%). One attendee (11.1%) has noticed that the text
“Erläuterungen und Details” (‘Explanations and Details’) under a Use Case
table in the SRS is not available in the UI or in the exported files. It was
mentioned that “Erläuterungen und Details” could solve some explainability
needs, so it would be useful to include it. Another participant (11.1%) tried
to resize the UseCaseView window and found that no minimum height or
width is set, so the window can almost disappear completely.
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Discussion

This chapter discusses the results of usability testing, as well as the
limitations and challenges that should be considered.

7.1 Discussion of Results

The average SUS score of 87.8% achieved during usability testing shows
that the ‘Use Case Tool’ is above the threshold of an excellent SUS score of
85.6%, as defined by Bangor et al. [1]. It also indicates a high level of user
acceptance (cf. Figure 2.2). This leads to the assumption that users should
be able to use the tool easily. When looking at each SUS score individually,
the results vary between users. A reason could be that each user has different
expectations of the tool itself or some of its features. Only one user had a
score of 70%, which is below the good threshold of 72.8%. The expectations
of this user were not sufficiently met, but the acceptance is still in a high
range according to Bangor et al. [1].

The qualitative results provide more insight into why users rated the ‘Use
Case Tool’ as they did and may also reveal their expectations or problems
in using the tool. All nine participants were confused by the message box
that opens after clicking the save button on the export file picker. It should
be noted that the message box contained a very long path name and a
very long suggested name, which was derived from the actual file name.
It was also noticeable that all participants accepted the proposed name.
The purpose of this message box was to give the user feedback that the
file had been saved, and also to display the path where the file was saved
and its name. To minimize the confusion for the participants, the different
texts could be displayed with a little more space between them for a better
overview. Another possibility could be to remove the path and name and
just display a short success message. One attendee tried to close the message
box with the escape key. Since no one else tried this, it could be considered
a minor feature, but it might be convenient not to have to switch back to
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the mouse. In addition, three participants tried to use the tabulator key
to switch between the input fields because they also did not want to switch
back to the mouse. This suggests that power users like the convenience of
using only the keyboard.

After exporting the extended Use Case tables, all participants paused
for a moment and had to think about the abbreviations “H” and “E”
after the step number in the new row “Erklärungsbedarf”. Four of the
attendees mentioned that they would prefer no abbreviations and one row
of explainability needs for the main scenario and one for the extensions. It
would be easy to write “Hauptszenario” and “Erweiterungen” instead of the
abbreviations, but this could make the text in the row of explainability needs
very long and confusing. The option with two different rows could also be
implemented. However, this would require much more effort to modify the
current implementation for the reimport.

None of the participants tried to change the format of the exported file.
This suggests that they did not see the need to export to a format other
than PDF, which was the default. The CSV format for export was chosen
because it facilitates analysis when the tool is used to generate explainability
needs studies. Therefore, it can be assumed that the direct users may not
have the purpose to export a CSV file, but that the evaluators can derive a
high benefit from it. One attendee found an error in the CSV export. When
a ‘;’ is written in an input field, the text behind it is written in a new cell in
the exported CSV file as if it belonged to a different step. This error needs
to be fixed by banning the semicolon from the input field or replacing it with
another punctuation mark. While reconstructing the error, it was discovered
that a CSV file that was to be replaced by a new file with the same name
simply added the new export to the old file. So there should be a warning
that the data should not be saved over an existing CSV file.

It was interesting to see that all nine participants thought they could
import a CSV file after being made aware of the CSV file export. They
probably thought that if they missed something on the export file picker,
they might have also missed something on the import file picker. This raises
the question of whether they really wanted the CSV file import or just wanted
to make sure they were not missing anything. One potential issue that came
up was that one attendee was expecting a hint that a CSV file could not be
reimported. This could lead to confusion and misunderstanding if someone
exports a CSV file and tries to reimport it. Since this will not work, the user
will not be able to continue working on these Use Case tables in the ‘Use
Case Tool’. So there should be a note that CSV files cannot be reimported,
or the reimport feature should be implemented.

Less than half of the participants (four out of nine) tried to reimport
PDF files on their own. This was a bit unexpected, especially since the
ImportView includes a message about the option to reimport files. Two
attendees mentioned that the “Spezifikation öffnen...” button is misleading
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because the exported Use Case tables are no longer an SRS. This is an
indication that the button text was poorly chosen or not well thought out.
The button text is easily changeable and should be changed to something
more generic like ‘Open...’ or ‘Import...’.

The message box that opens when clicking the “Spezifikation öffnen...”
button irritated two participants because they had not changed anything in
the input fields and wanted to select a different file. This message box is
intended to help users to not lose their progress when adding or editing the
explainability needs of Use Case tables in an SRS. It serves as a warning that
any added input will be lost if the Use Case tables have not been exported
beforehand. During the usability tests the attendees focused on testing the
tool’s features and opened several files in a short time. This will probably
not be the case when the ‘Use Case Tool’ is used for its intended purpose.
So the question is whether making new changes dependent on the message
box is a very important change.

Eight out of nine participants tried to zoom in on the Use Case diagram,
showing that everyone expects to be able to zoom in on an image. However,
since the Use Case diagram was seen as an add-on to the implementation,
this was not the primary focus. Two attendees found a display error when
resizing the UseCaseDiagramWindow. This is probably an error that can
only be fixed with a different image extraction library. Another participant
found an error which can and should be fixed: The diagram disappears
after clicking the combination of “Spezifikation öffnen...”, “Ja, verwerfen”
and “Abbrechen”. One attendee mentioned that it is a good choice to keep
the UseCaseDiagramWindow in the foreground. That way, you can see the
diagram and still write in the input fields. One participant was confused
that the Use Case diagram did not export to the PDF file. This was tried,
but unfortunately did not work, and since it is an add-on, it was not pursued
further due to time constraints.

Three participants were looking for a button to save the contents of their
edited Use Case tables. Since the export works like a ‘save as’, this was not
considered. For the future it might be useful to implement an additional save
button, but the question is whether this is necessary. During the usability
tests, attendees switched between files a lot and did not read each Use Case
table to add explainability needs, which the ‘Use Case Tool’ is designed to
do.

The hover effect hint marked with a ‘?’ above the input fields seems to
be misleading for some people. Two of the participants clicked on it several
times, while others did not. The design of the ‘?’ could be changed. The
question is what to change so that it is not misleading for some people.

One attendee discovered that the UseCaseView window did not have a
minimum width and height set. The implementation contained an error,
so the minimum width and height were not applied correctly. In general,
the window size was intentionally not hard coded, allowing users to resize
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the window to their needs. However, a minimum width and height should
definitely be set so that all buttons and contents are fully visible and usable.
This is also required by NR02 (Section 3.3), which defines a window with a
size of at least 16 inches to avoid truncated UI elements.

In an SRS, there can be text called ‘Erläuterungen und Details’ under
each Use Case table. Currently, this cannot be displayed in the ‘Use Case
Tool’, and one attendee mentioned that parsing this too could avoid some
upcoming explainability needs. This is a future work because these texts are
not a part of the table and Tabula (Section 2.8) cannot parse texts that are
not in tables. So another library has to be found to parse these texts.

Two participants were particularly positive about the pencil icon. This
shows that it can be a good explainability requirement to help find the Use
Cases where something has already been edited.

7.2 Improvements

During usability testing, it was discovered that the minimum width and
height in the UseCaseView window were not set correctly. This has been
adjusted in both the ImportView and the UseCaseView window. The
minimum size is set to a little under 16 inches, without truncating any UI
elements. This is to avoid user restrictions that could cause problems on
smaller laptops and user dissatisfaction. In this context, a minimum width
has also been added for columns separated by a Gridsplitter.

Another problem discovered was that a semicolon in an input field would
cause a new cell in the exported CSV file to start with the text after the
semicolon. Therefore, the semicolon is now replaced with a ‘-’ in the CSV
export. The semicolon remains in the PDF export because it does not cause
any problems. Since all participants were looking for the CSV file import
after knowing about the export, and one participant asked for a note that
the CSV reimport is not possible, the CSV reimport was implemented as
well. While testing the CSV import, another error was found in the export,
where the steps of the main scenario were again written in extensions. This
has been improved by resetting a string.

The last error found was that the Use Case diagram was deleted after
opening the import file picker by clicking “Spezifikation öffnen...”, “Ja,
verwerfen” and “Abbrechen”. This was caught with an if clause that checks
if the file picker was aborted, and some initial variables had to be moved
after the if clause.

The “Spezifikation öffnen...” buttons were renamed to “Importiere...”
(‘Import...’) after the usability tests (see Figures C.1 and C.3). The previous
name was misleading and five participants did not try to reimport the
exported files. ‘Import’ seems to be more appropriate than ‘Open’, because
in the case of an SRS, the whole document is not opened, but only the Use
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Case tables are imported. The text of the ImportView window has also been
changed (see Figure C.1). There is now a fourth step describing that it is
possible to reimport a PDF and CSV file. This should make users more
aware of this option and prevent them from overlooking it as easily as in the
previous text.

The message box with a lot of text that appeared after saving a file was
irritating to all participants. To avoid this, the text has been shortened (see
Figure C.2). The file name is included in the absolute path name, so only
the absolute path name is displayed in the message box. It has also been
decided to no longer use the suggested file name in the export file picker
anymore, because in the case of Microsoft Word, the file name is always
preceded by “Microsoft Word”. This could also have caused confusion and a
long message box text, as most users did not change the suggested file name.
One participant suggested adding the ability to close this message box with
the escape key. Since this already worked for another message box and was
easy to implement, it was added here.

7.3 Limitation and Challenges

Since the study participants were obtained through convenience sampling
from personal and student networks, there are some limitations to the
validity of the results. The attendees may have demand characteristics [42]
in favor of the ‘Use Case Tool’ adopted, which may have influenced their
feedback to avoid being overly critical. Demand characteristics can occur
for example, because participants know what an experiment is for and that
they, consciously or unconsciously, want the result to be a certain way. This
can influence the results of an experiment when working with humans [42].
Attempts were made to prevent demand characteristics. Before and during
the usability test, attendees were told and encouraged to test anything that
came to their mind, and that all notes taken by the experimenter would be
anonymous. In addition, the anonymity of the responses was emphasized
before the questionnaire was administered, and the experimenter did not
look at the screen during the completion of the questionnaire until it was
submitted. All participants were computer science students, which means
that people with other backgrounds may have different problems using the
tool than those already identified.

Another limitation is that the participants of the usability testing are
not the secondary stakeholders for whom the tool was designed. They only
tested the usability of the ‘Use Case Tool’ to find errors and evaluate its
features. This does not correspond to the actual use to extend Use Case
tables with explainability needs. Thus, the feedback given lacks the purpose
of real use, which should be tested in another study with participants who
have knowledge about explainability needs.
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The Use Case tables of an SRS that can be imported into the ‘Use
Case Tool’ require a specific layout. The tables must have two columns
in order to parse the contents. In addition, the tables must contain the
string “Use Case” in the first cell, as this is the marker for a Use Case table
in the implementation. The Use Case tables also have to contain the string
“Hauptszenario” for the main scenario and “Erweiterung” for the extensions.
All of these hard coded strings limit the number of Use Case tables that can
be parsed. The layout of the files that can be reimported is also restricted.

The regular expressions used to divide the steps of the main scenario and
the extensions are generic, but especially the extensions steps need a specific
form to be recognized. This form has to be a number and a period/colon, a
number with a letter that may be followed by a period/colon or a number
with a period/colon and a letter that may be followed by a period/colon. It
is important that there is no space between the number, letter, and period or
colon, otherwise the part after the space will not be recognized as a coherent
step.

The implementation of the export feature has the limitation that it needs
to have a row after the main scenario. This is the case because sometimes
the Use Case tables contain extensions and sometimes they do not. In order
to be able to add the explainability needs in the right row, there is one look
ahead row to check if there are extensions after the main scenario in the
table. If a table does not contain a row after the main scenario, the tool will
crash when exporting.

The Tabula library sometimes has problems with text recognition. This
can be seen in some SRS when sentences have no spaces, even though spaces
are visible in the PDF. Recognition also sometimes fails when a table cell
is split across two pages. To avoid this, another library could be tested.
The text ‘Erläuterungen und Details’, which can be written below Use Case
tables, is also not parsed because it is not written in a table and therefore
cannot be parsed with Tabula. In order to parse this text, another text
recognition library needs to be found.

A CSV file cannot simply be replaced with a new one during export.
When a file is replaced, the new content is written below the content of
the first export. This may cause problems and is a limitation, but it is not
something that can be changed by the tool.

The Use Case diagram is currently determined by the page number it
is on, so the image on the previous page or on the page of the first Use
Case table is selected, which is unsafe. This could be improved by using
a text recognition library to recognize the title “Use Case Diagramm” (use
case diagram) and parse the image below. This is not possible with Tabula
because it only checks for text in tables.



Chapter 8

Conclusion and Future Work

This chapter summarizes the goals of this thesis and the results of the
usability testing of the developed ‘Use Case Tool’. Furthermore, future work
on the tool is discussed.

8.1 Conclusion

Identifying explainability needs early on in the development process of new
software is a challenge, as its absence can lead to inefficiencies and limitations
in the usability and comprehensibility of the software. In order to address
this problem, the ‘Use Case Tool’ was developed for the Software Engineering
Group of Leibniz University.

The first step was to elicit requirements from the supervisor of this thesis.
To ensure that all requirements and ideas were met, a mock-up and activity
diagram were created and reviewed. The requirements were prioritized,
so that the development process was clearly structured. Throughout the
development process, difficulties and constant feedback via weekly meetings
were handled in an agile manner. This helped to further improve the
tool’s accuracy, comprehensibility, and capabilities. In addition, the tool
is designed to be as self-explanatory as possible, so that it can be easily used
for future studies by the Software Engineering Group.

The developed tool is designed to be used in the planning phase of new
software. It is able to parse Use Case tables of an SRS and display them
in the UI. Users can extend the main scenario and extensions steps with
explainability needs that arise when reading a step. All parsed and extended
Use Case tables can be exported to PDF and CSV format. To resume work
after a break, both formats can be reimported.

Usability tests with nine participants were conducted to test the usability
of the ‘Use Case Tool’. The average score resulting from the SUS is 87.8%,
which indicates excellent usability. The additional qualitative data collected
provided more details about inconsistencies and errors, as well as positive
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elements of the tool. Overall, the study found that the main and additional
features were well integrated. The identified errors and misleading text
elements in the UI have been improved to make the tool even easier to
understand and use. In conclusion, judging by the study and the further
improvements, the ‘Use Case Tool’ seems promising to be used in future
studies for the extension of Use Case tables with explainability needs and
can support requirements engineering for explainability requirements in early
stages of software development.

8.2 Future Work

In the study, the ‘Use Case Tool’ already achieved an excellent average SUS
score. To further improve the tool, according to the results of the study,
some features can be modified and added.

For example, the message box that opens each time the import button is
clicked could only be displayed when an input field is newly edited. This way,
users would not be confused as to whether or not they had edited an input
field again. To switch between the input fields without using the mouse, the
study revealed that some participants would prefer to use the tabulator key.
This is another feature that can be considered.

The Use Case diagram is not currently exported to the PDF file, which
may also be a feature to implement. Since this was mentioned in the study
and the Use Case diagram shows an overview of all Use Case tables, future
users may miss the diagram in the exported file. The same applies to
‘Erläuterungen und Details’, the text below the Use Case tables. This was
also missed by one participant, and may contain explanations. Therefore, it
is important to parse and add ‘Erläuterungen und Details’ to the ‘Use Case
Tool’, as this may already clarify explainability needs that arise without it.
To achieve this, another text recognition library must be used. A pure
text recognition library could also help to make the parsing of the Use
Case diagram more safe, because it can be searched for the title “Use Case
Diagramm” and the image below can be parsed.

Import is currently only available for PDF files and reimport for CSV
and PDF files. To extend the import for an SRS, LaTeX and Word files
could be considered. Since LaTeX and Word files can be saved as copyable
PDF files, the import is an additional feature for these files, as without it
only one additional step is required when saving.

Since some participants in the study were looking for a save button, this
could be added or the export button could be revised. One way to revise
the export button is to add a menu bar at the top with the usual ‘Save’
and ‘Save as...’ options. In this case, the ‘Ctrl’ and ‘S’ key combination
could also be implemented for power users. Since the words ‘Save’ and ‘Save
as...’ can be misleading in the context of the ‘Use Case Tool’, they could
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be replaced with ‘Export’ and ‘Export as...’. If a menu bar is added, the
import button could also be placed in it. Another option might be to save
changes automatically, for example when selecting a different Use Case table
or constantly when editing an input field. In this case, it needs to be defined
where to save it and when to ask for export.

To make the ‘Use Case Tool’ more modular for different two-column
tables, an option could be implemented to let the user define the hard
coded strings as “Use Case”, “Hauptszenario”, “Erweiterung” and “Erklä-
rungsbedarf”. This would allow for different Use Case table templates and
other languages. More modularity could also be achieved by using Optical
Character Recognition (OCR) to import a non-copyable PDF file.
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Appendix A

Acceptance Testing

A.1 Test Case 1 - File Import

Setup: The program was installed and opened on the user’s computer/lap-
top with the Windows 11 operating system.

Input Output
The user presses the “Import...”
button.

The program displays a file selec-
tion dialog.

The user selects the file “Working-
time-table.pdf” in the dialog and
then presses the “Öffnen” button.

The program opens the Use Case
overview with a selection of the
individual Use Cases on the left-
hand side of the user interface and
the content of the selected first
Use Case “UC1: Einloggen” on the
right.

A.2 Test Case 2 - Choose Use Case

Setup: The program was installed on the user’s computer/laptop with the
Windows 11 operating system, opened and the specification “Working-time-
table.pdf” was imported.

Input Output
The user selects “UC2: Passwort
ändern” in the left-hand menu.

The program displays the content
of “UC2: Passwort ändern” on the
right-hand side.
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A.3 Test Case 3 - Enrich Use Case with Explain-
ability

Setup: The program was installed on the user’s computer/laptop with the
Windows 11 operating system, opened and the specification “Working-time-
table.pdf” was imported. The user is in “UC2: Passwort ändern” in the user
interface.

Input Output
The user clicks on the text field for
step 6 in the main scenario.

The program allows you to make an
entry in the text field for step 6 of
the main scenario.

The user inserts the text “Was
passiert mit meinem alten Pass-
wort? Wird es überschrieben?” into
the text field.

The program displays the text
“Was passiert mit meinem alten
Passwort? Wird es überschrieben?”
in the text field.

A.4 Test Case 4 - File Export

Setup: The program was installed on the user’s computer/laptop with the
Windows 11 operating system, opened and the specification “Working-time-
table.pdf” was imported. The user has added a need for explanation in “UC2:
Passwort ändern”.

Input Output
The user presses the “Export...”
button.

The program opens a selection with
PDF and CSV.

The user selects PDF format. The program saves all Use Cases
and the additional explanation in
Use Case 2 in its table with a new
row “Erklärungsbedarf” as a PDF
file.



Appendix B

Usability Questionnaire

Figure B.1: SUS questionnaire in German used in the study

Figure B.2: Likert scale in German used in the study
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Appendix C

Improvements Screenshots

Figure C.1: Improved ImportView of the ‘Use Case Tool’

Figure C.2: Improved message box after exporting a file with the
‘Use Case Tool’
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Figure C.3: Improved button in the UseCaseView of the ‘Use Case Tool’,
displayed in its minimum height and width



Appendix D

Contents on the USB Drive

The USB drive supplied with this thesis contains the following:

• The Git repository called “ba-denise” that was used to track the
development process of the ‘Use Case Tool’

• The SRS “Working-time-table.pdf” used for acceptance testing

• A directory called “TestSpecifications” containing eleven SRSs that
have been used to test the ‘Use Case Tool’ during development

• A directory called “UseCaseTool_UsabilityTest”, which contains the
‘Use Case Tool’ in executable form at the time of the usability tests

• A directory called “Study_Evaluation” containing:

– The results of the SUS questionnaire

– The calculated results of the SUS questionnaire

– The anonymized notes taken during the Usability testing

– The summarized comments and observations based on the notes

• A directory called “DrawnFigures”, which contains self-drawn figures
and the self-drawn pencil icon

• A directory called “UseCaseTool_improved”, which contains the ‘Use
Case Tool’ in executable form after all improvements have been made

• The LaTeX archive used to build this document
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