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Abstract

Recent research in software engineering teams suggests that different organi-
zational aspects of teams, such as teamwork and collaboration, coordination
and communication have been extensively studied. Still, relatively little
research has been carried out on the generalizability of this knowledge.
This thesis addresses this research gap by systematically reviewing the
current literature, with the aim of identifying and analyzing the practices
used by teams to organize themselves. A thematic analysis found team
organizational structures corresponding to small, middle-sized and large
teams. The arrangement of these structures suggested that especially
middle-sized and large teams use agile principles at the team level, whereas
traditional principles are used to facilitate the inter-team coordination by
the management level. These structures were further supported by practices
related to organizational aspects, such as communication, coordination,
collaboration and decision-making. Finally, these results contribute in
the formulation of a model, which should help teams evaluate their
organizational needs and further, provides guidelines in the form of structures
and practices.
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Zusammenfassung

Aktuelle Forschungsarbeiten zu Software-Engineering-Teams weisen darauf
hin, dass verschiedene organisatorische Aspekte von Teams, wie z. B.
Teamarbeit und Kollaboration, Koordination und Kommunikation, ausgiebig
untersucht wurden. Dennoch wird die Organizationsstruktur in ihrer
Gesamtheit noch wenig erforscht. Diese Forschungsliicke wird in dieser Ar-
beit durch eine systematische Literatursuche der aktuellen Forschungsliter-
atur adressiert, um die Praktiken, mit denen sich Teams selbst organisieren,
zu evaluieren und zu analysieren. In einer thematischen Analyse wurden
Team-Organisationsstrukturen identifiziert, die kleinen, mittelgrofen und
groken Teams zugeordnet werden kénnen. Die Zusammensetzung dieser
Strukturen deutet darauf hin, dass vor allem mittelgrofse und grofe Teams
agile Prinzipien auf der Teamebene nutzen, wihrend traditionelle Meth-
oden verwendet werden, um die teamiibergreifende Koordination durch
die Managementebene zu erleichtern. Diese Strukturen wurden auflerdem
durch Praktiken unterstiitzt, die sich auf organisatorische Aspekte wie
Kommunikation, Koordination, Zusammenarbeit und Entscheidungsfindung
beziehen. Schlieklich tragen diese Ergebnisse zur Formulierung eines Modells
bei, das Teams helfen soll, ihre organisatorischen Bediirfnisse zu bewerten
und dariiber hinaus Richtlinien in Form von Strukturen und Praktiken
bereitzustellen.
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Chapter 1

Introduction

Team organization is the act of coordinating or managing the activities
of a group of people by establishing an orderly, functional, or coherent
structure |67, 68]. Team organizations are a topical area of research,
especially in the social sciences, such as sociology [98, 47| and management
science [36]. Lunenburg [47] describes two forms of organizations: mecha-
nistic and organic organizations. On the one hand, mechanistic structures
are characterised by a centered control of processes and resources, formalized
procedures and practices, where the chain of command is clearly defined. On
the other hand, organic structures are characterised by decentralisation, low
specialisation and less control, allowing a flexibility for the team to be part
of the decision making process.

Many teams could find their needs reflected in the aforementioned
characteristics of these structures. For instance, it is widely accepted that
small teams are easier to handle because of their size. Therefore, one might
encounter smaller teams with a flat structure, with few or no levels between
staff and executives. These teams are apt to operate independently and
have a short chain of command, showing characteristics of an organic team
structure. However, managing a team becomes more challenging the more
the team size increases. In such cases, the solution is often found in control-
centered and hierarchical structures. |39]

The same organisational structures are applied in development teams
inside software development organization. Based on which software devel-
opment model is used inside the organization, teams combine a traditional,
agile or hybrid model with well established team organization structures. For
instance, Chau et al. [14] affirms that more traditional approaches, like the
Waterfall model, promote usage of role-based teams. This team structure
shows similar characteristics to the hierarchical team organisation, where
each of the teams contains members of the same role. Other researchers,
Hoda et al. |35] and Moe et al. [53], identify teams in an agile environment
as self-organizing teams. This allows the teams to have both individual and
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team autonomy in a change-driven development.

However, current research has shown that more software development
organizations are transitioning to agile [5|. Paasivaara [70] states that the
agile transformation requires changes in the organizational structure of the
software project teams, especially when applying agility at the large-scale.
For instance, a small agile software project can scale up rapidly, involving
more people or even more teams. As the project grows, the responsibilities
divide into specialized people or teams. This can force the team structure
to fall back into having defined roles as in the mechanistic structure defined
above. At this point, teams still want to benefit from the independence
and the flexibility to respond to change, as well as having some control to
managing the rapid growth.

A summary of prior research by Brick et al. [9] suggests that large and
complex development projects can benefit by the combination of flexible
structure of agile teamwork and the structured, plan-driven coordination of
traditional project management into hybrid approaches. However, a hybrid
approach allows the teams to design their team structure and coordination
based on their own needs. Therefore, there is no fixed structure with which
a hybrid team structure or coordination can be identified.

1.1 Problem statement

The research by DeFranco and Laplante [22] on software development teams
found that software development teams have been extensively studied as
well. This research provides an important opportunity to advance the
understanding of organization inside software development teams, regardless
of the traditional, agile or hybrid approach they implement. An overview of
reported experiences regarding team structures in these settings can be useful
to both researchers and practitioners. There is no single method from which
every software team can benefit. In spite of that, the gained knowledge can
serve as a foundation, that guide teams to shape the organisational structure
based on their needs. Furthermore, it can help researchers to analyse and
further investigate how the structures can be improved in order to support
a better teamwork and coordination.

1.2 Solution Approach

The current state of the research on organization of software development
teams suggests that a systematic understanding of how software development
teams organize themselves is still lacking. This thesis addresses the lack of
this overview by conducting systematic literature research for identifying the
practices of organizing development teams with which an agile, traditional
or hybrid organization is implemented. This literature review focuses its
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attention to the development teams organizational structures. Moreover, by
following a review plan we deliver comprehensive and transparent research
and answer our research questions clearly.

With this review, this thesis investigates the following research questions:

e RQIl: What development team organizational structures exist in
software development?

With this research question, this thesis investigates and gathers team
organizational structures from the literature. The focus is to analyse
how project development teams are internally organized and if these
structures show are any recurring patterns.

e RQ2: What are the practices for the organization of development
teams?

This research question should give insight into the actual practices
or activities that software development teams use to support their
organization, such as coordination, communication, collaboration and
decision-making practices.

Finally, the team structures, practices and methods are further analysed
to build a model, which can guide software development organizations and
development teams to find the combination best suited for their needs and
their development environment. With this model, this thesis seeks to answer
the following research question:

e RQ3: How can these structures and practices be combined with
traditional, agile or hybrid models?

The research questions are elaborated in the remaining seven chapters of
this thesis. Firstly, this thesis provides an overview of the current literature
on software development teams in Chapter [2] defines the terminology and
context of this research in Chapter Secondly, Chapter [4] introduces the
research methodology and Chapter [f] presents the findings of the systematic
literature review. Next follows the discussion of the findings in Chapter [6]
Finally, this thesis presents the model for organizing software development
teams in Chapter [7] and conclude this thesis by providing a summary and
directions for future work in Chapter [§
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Chapter 2

Related Work

In general, teams have been the focus of numerous studies. Also in the
field of Software Engineering teams are a topical area of research |21} 22].
However, this literature consists of single case studies or experience reports,
which document valuable information about software development teams.
Hence, this experience cannot be applied to other settings. Relatively little
research has been carried out on the generalizability of these findings.

A recent mapping study conducted by DeFranco and Laplante [22]
suggest that the current literature on software engineering teams provides an
important opportunity to advance the understanding of development teams
in general. Whereas software engineering teams are extensively studied,
DeFranco and Laplante’s themes further suggest, that there is a current
paucity of research focusing specifically on synthesizing the knowledge about
teams’ organization. The aim of this chapter is to introduce the context in
which teams have been investigated and give a short review of the current
state of knowledge regarding the organization of software development teams.

The chapter is composed of four sections. First, section will provide
a general overview of teams in software engineering. Next, a summary of
related work on the aspects of organization in software development teams
will then be presented in Section The last Section will attempt
to present previous research, which has intended to provide guidelines for
choosing best suited methods, processes and frameworks based on specific
project and team needs.

2.1 Teams in Software Engineering

Broadly speaking, teams in software engineering are typically studied in the
context of a software development project. Software development projects
can be of different sizes, where the size is mostly defined by the complexity of
the software product to be developed. Thus, software development projects
are divided into small, middle and large projects. The same applies to the

)



6 CHAPTER 2. RELATED WORK

teams which build the software product. The literature review conducted by
Keshta and Morgan in [39] suggests that teams with less than 15 members
are considered small teams and those with 15 to 25 members medium teams,
whereas large teams may have more than 25 members.

In 2004, Sawyer [82| studies teams regarding the software development
methods they use. He mentions three archetypes of software development
teams; sequential, group and network archetypes, based on how they fit into
the traditional, iterative or agile methods respectively. The first archetype,
the sequential one, represents a hierarchical, role-based and formal team
organization structure, where the team follows a linear, task-driven and
well-planned software development practice, often observed in the settings
of traditional waterfall development. Next, the group archetype shows
characteristics of a social structure which is based on collaboration, norms
and regulations and where the collective skills and weaknesses of the members
of the group are taken into consideration for the task completion. This is a
typical structure of the first forms of iterative software development methods,
such as the spiral model. In the last one, namely in the network archetype,
the team is more concentrated on the product than on the processes. The
social structure is defined here by people’s connections, which give shape to
the less formal development processes. Such characteristics are observed in
iterative development as well as in teams implementing agile development
methods.

In a more recent paper, Sharp et al. [89] consider the physical and
temporal distance of teams members and mention co-located and distributed
teams. While in a co-located team all team members share and work on
the same physical work environment, a distributed team can be spread
geographically and temporally. Sharp et al. [89] recognize in this context
‘three main flavours’ of distribution: distributed teams, dispersed teams
and hybrid teams. Whereas distributed teams have sub-teams in different
locations, in dispersed teams each team member is located in a different
place. Hybrid teams are a combination of both distributed and dispersed
teams.

Further, the set of teams working together in the same project is called
the project team |6, 24, 54]. In a distributed project environment, the teams
near the home organization are called near-shore teams, the ones in the home
organization are called on-shore teams and the farthest are called off-shore
teams |41} 77, 197]. When all these teams answer to the same organization,
then they can also be called remote teams [86, |89, |90]. Moreover, in order
to reduce development cost, software companies engage external work-force
for performing project work, such as, in the case of software development
projects, for the development or testing activities. The outsourced work-
force is a contracted team which, on the one hand, is attached to the core
project team to achieve the project common goal and, on the other hand,
answers to its own organization [100, 93|. In this case, the whole project
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team can be called a virtual team [55, 56, |74].

2.2 Organization of Development Teams

One of the earliest works on software development teams is the discussion
of team archetypes by Sawyer 82|, which is already described in the section
above. It is one of the first attempts to summarize team types among
different software development environments. These archetypes did not
only put the teams in the traditional and iterative software development
context, but also described aspects of organization such as decision-making,
communication and collaboration. At the very beginning of the agile
methods, this almost two decades old argumentation has correctly recognized
substantial aspects of team organization.

However, in the last five years there have been several attempts to syn-
thesize the current state of knowledge on software development teams. Even
though these reviews do not directly address the organization of development
teams, many of them have investigated and summarized some of the aspects
of organization. This thesis identified four additional publications which
investigated the following aspects: decision-making |17], communication |21,
team size and project domain [39], and team autonomy [1]. An important
fifth review [22| aimed to fundamentally synthesize research performed in
the area of software engineering teams and provided valuable insight into
this part of the literature.

In 2016, Cunha et al. [17] synthesize empirical studies on ‘decision-
making phenomenon in the software project management from a naturalistic
perspective’. Among others, their review suggests that some of the factors
influencing the decision-making process are the agile development practices,
stakeholders involvement and communication. While the self-managing
teams in the agile development practices challenge the traditional, controlling
decision authority, the stakeholders closely involved in the project tend to
dominate it by aligning the decisions with their business objectives. Further,
the communication decisions are discussed as the competencies of project
managers to decide what, who, how and when to communicate.

In addition, DeFranco and Laplante |21] analyze the literature to
give insights into the current state of the software development team
communication research and to point out the gaps of research in this field.
First, their review showed that the most active communication research
areas in software development are global software development, project
effectiveness and effective teamwork. Next, they speculate that the research
gaps may be found in the least prevailing research areas, such as agile
processes, shared understanding and generic software engineering processes.
However, they do not exclude the possibility that there are still research
gaps present in the most prominent research areas listed above and further
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speculate that the gap may ‘point toward the rigor of research’ in those
areas. At the end, they summarize the major and common findings about
communication in software engineering teams. Among these findings, two
are the most outstanding: the emphasis on tools and strategies to improve
communication and project performance and the ideal team dynamics and
composition to improve communication for effective teamwork.

In a comparison literature review of traditional and agile methods
regarding team size and project domain, Keshta and Morgan [39] conclude
that there is a relation between project size and team size: the bigger the
project, the larger the team. Further, these two factors seem to drive also
the methodology size in the same proportion: the bigger the project and
team size, the more heavier the methodology. Their argumentation implies
that a heavy-weighted methodology is represented by a good organization
of work, planning, documentation and high quality control, as typical
characteristics of the more traditional, plan-based methods such as waterfall,
used in projects with large teams. Further, they categorize agile methods
as light-weight and affirm the widely accepted statement, that agile thrives
in small teams with 15 to 25 members. Nevertheless, with the evidence of
implementing agile in large projects found in the literature, the authors do
not rash to generalize that agile methods cannot be used with large teams.
This implies that the application of agility in large-scale projects is still
difficult.

In the most recent literature review, Acharya and Colomo-Palacios [1]
provide insights to self-organization of agile teams from the literature.
Topics they address include the benefits and challenges of autonomous
agile teams, the way these teams organize themselves as well as possible
facilitation strategies for enforcing autonomous agile teams. While they
describe findings from the selected literature which relate to the topics
above, they fail to disclose an aggregation of their findings and to directly
answer the research questions. However, worth mentioning key information
regarding the organization of autonomous agile teams is that team members
and leaders face challenges while shifting to new agile roles, which require a
change on their mindset. Other valuable insights include the emphasis to the
team leader’s role in supporting and empowering self-organization, as well
as communication increase inside and across teams for facilitating learning
and taking ownership of tools and methods.

In 2018, DeFranco and Laplante [22] conducted a thorough literature
research in the area of software engineering teams. They affirm that, in
general, software engineering teams have been a prevailing area of study.
However, they recognize the necessity of an overview of the knowledge
from this area and provide a fundamental assessment of the research on
software engineering teams. With a keyword content analysis, DeFranco
and Laplante classify this research into the following seven categories,
listed by descending prevalence: teamwork/collaboration, process/design,
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coordination, global/ Ossﬂ tools, project improvement, communication and
agile. Among the most researched team types, the researchers identified
traditional, global, pair programming, agile and OSS teams, also presented
in decreasing prevalence.

Broy and Kuhrmann [13] view teams ‘as a means of structuring personnel’
and as a consequence, state that teams need clear roles and competencies.
For that, development teams are embedded in the project organization and
work together to achieve the common goal. Moreover, they present two
forms of development team structures in software projects: hierarchical and
democratic team organization. The hierarchical organization is build in
a top-down approach and has the form of a pyramid. While managers,
such as project managers, occupy the top of the structure, the development
teams are located at the bottom of the organizational structure. In contrast,
the democratic team organization moves from the strict reporting lines of
the top-down approach and applies instead collective group decisions and
responsibility. In this structure, the levels of organizations are flattened and
the management style is based on leadership and collaboration.

Traditional versus Agile Organization

The hierarchical and democratic team organizations by Broy and
Kuhrmann [13| described above are similar with the findings of several
publications [2, 60|, which have compared traditional and agile software
development methods. These authors describe the team organization
in traditional approaches as pre-structured, where team members are
specialists, who work plan-oriented and have specific roles. These roles
are assigned ‘based on the skill levels of each individual’ [2]. Overall, the
organization culture in traditional approaches, similar to the hierarchical
organization, is based on command and control |2} |60]. In contrast to this
top-down approach, projects implementing agile methods show similarities
with the democratic team organization. Agile teams are characterized by
self-organizing teams, where the project management is based on leadership
and collaboration. These teams are described as cross-functional, where
team members have different skill sets. In addition, agile teams are known
for the frequent involvement and participation of the customer in the
development process. [2, [60] Table summarizes team organizational
aspects for traditional and agile teams, based on the descriptions above.

LOpen-source software
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Aspect Traditional Methods Agile Methods

Project Based on command and Based on leadership and

management and control collaboration

organization

Team organization  Pre-structured teams Self-organizing teams

Team members Specialists working in silos  Agile, knowledgeable,
cross-functional

Customer involve- Low, passive on-site, active/proactive

ment

Table 2.1: Project and team management in traditional and agile settings |2}
60|



Chapter 3

Foundations

The aim of this chapter is to introduce the reader to background information
on the terminology and methods used in this study. The terminology
and the context of this thesis are elaborated in Section Section
presents a short summary of prominent research on guidelines for software
development teams. A brief description of the research methodology, a
systematic literature review, is presented at the end of this chapter.

3.1 Terminology and Context

To better understand the research focus of this research, it is necessary
to clarify the terminology used to report facts and findings on this thesis.
Some terms, being used in different research fields, carry different meanings,
depending on the context in which they are applied. A typical example
would be the term development, which is not only used within the field
of Software Engineering, but also as a general term in the production of
new goods and services. Nevertheless, in the context of this thesis, this
term is used in association with software development. Furthermore, it is
important to elaborate the aspects of organizing that this thesis investigates.
In its most general sense, organizing refers to the act of arranging something
into a structured whole [67]. Throughout this thesis and relating to teams,
organizing is the act of coordinating or managing the activities of a group of
people by establishing an orderly, functional, or coherent structure. Previous
research has studied several key aspects of organizing software development
teams |53}, |102, |88, 9], such as communication, coordination, collaboration
and decision-making authority, which give form to the structure of a team.
This thesis also considers these four aspects for the investigation of the
organization in development teams. However, there is still some ambiguity
with regard to these terms, especially for communication and coordination.
Definitions of each of the four aspects of organization used in this thesis are
listed in Table B.1l

11
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In order to achieve their goals, team members have to constantly com-
municate to and exchange thoughts and ideas with their peers, coordinate
work and tasks, work together to solve issues or dependencies and make
important decisions throughout their project. It is clear that these activities
are dependent on one another. For instance, to coordinate work and tasks,
team members have to somehow communicate with one another. During
the process of decision making, the communication of thoughts and ideas is
also crucial. From this perspective, communication seems to be the center
of these activities, and consequently, can boost or inhibit coordination and
collaboration.

Communication. In general, the Oxford English Dictionary [15] defines
communication as ‘the transmission or exchange of information, knowledge,
or ideas, by means of speech, writing, mechanical or electronic media,
etc.;|...]". Sharp and Robinson similarly define in [88] that, in the context of
software development, communication ‘takes place when two or more people
exchange information or knowledge through verbal or non-verbal means’.
Both definitions are used in this thesis when referring to communication
in software development teams. Having said that, this thesis defines
communication as the transmission or exchange of information, knowledge or
ideas by means of speech, writing or signs. More specifically, the aim of this
research is to identify how software development team members communicate
with one another during their daily work, which communication channels
they use and how it affects or defines the overall team organization.

Coordination. When talking about coordination, one can encounter
different points of view. For example, Sharp and Robinson [88], also
supported by a very similar definition of Malone and Crowston [48]|, refer
to coordination as ‘the process of managing dependencies among activities’.
While Sharp and Robinson see the coordination as a process, Nguyen-Duc
et al. [64] refer to the team coordination explicitly as a set of activities,
and thus define it as ‘activities required to maintain consistency within a
work product or to manage dependencies within the workflow’. Still, both
definitions similarly state that coordination somehow handles or manages
dependencies, as a process or set of activities. It can be agreed that both
meanings are important in the process of software development.

To follow a process means following predefined procedures or regulations.
In software engineering that would be the case, when a team follows a
specific development process or model to deliver a software product. For
instance, practicing Scrum means following the activities such as sprint
planning, daily stand-up meetings, sprint review and retrospective for each
iteration. Consequently, the formal activities of these processes, models
or frameworks can define a part of how a software development team
coordinates its work. In contrast, defining coordination as activities makes
the term less formal. In this case, the informal activities, such as peer-to-
peer exchange of information and ideas, indirectly support the success of the
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formal coordination.

Overall, communication  seems inseparable from  coordina-
tion.Considering the fact that communication in traditional development
methods is defined as rather formal, whereas agile approaches are
characterized by a more informal communication [2], this thesis recognizes
two types of organizations: horizontal and vertical organization. Horizontal
organization refers to the informal, peer-to-peer exchange of information,
ideas and thoughts, whereas vertical organization is more formal and
is defined by regulations in the team level or the different levels of an
organization. In other words, the horizontal organization is seen here as
the informal communication and coordination at the team level, while
the vertical organization is represented by the formal communication and
coordination occurring from bottom-up or top-down through the levels of
the organization. Having said that, it can be speculated that in traditional
settings, teams are characterized by a rather vertical organization, whereas
agile teams practice a more horizontal organization.

Terminology Definition

Organizing is the act of coordinating or managing the activities
of a group of people by establishing an orderly,
functional, or coherent structure. |67, |68]

Communication is the transmission or exchange of information,
knowledge or ideas by means of speech, writing or
signs. |15 [8§]

Coordination is the process of managing dependencies among

activities. [88]

Collaboration takes place when two or more people are working
together on a task. [8§]

Decision-making is the act or process of making decisions. 20|

Table 3.1: Definition of the key terms

3.2 Guidelines for software development teams

In a study of finding balance between agile and plan-driven methods, Boehm
and Turner [11] propose ‘a tailorable, risk-based approach’ for combining
both methods in software development. The suggested approach is based
on 5 steps, which make use of risk for guiding practitioners in choosing
between agile and plan-driven methods or a combination of both for their
software development project. A polar chart with five axes represented the
factors which distinguish these two methods: size or the number of personnel,
criticality of the system to be developed as the loss due to impact of defects,
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dynamism as a measure of requirements change per month, skill levels of the
personnel and the culture, as the percent of thriving on chaos versus order.
These factors should aid the practitioners to reflect the characteristics of
their projects, in order to better judge their risks while following the 5-
step approach. Three out of 5 factors, that is personnel, size and culture,
represent the human aspects of a project which shows that the human factor
plays a significant role in the methodology decision.

Since the publication of this model in 2003, tailored methods have been
used and discussed extensively in the literature. Reports from practitioners
and researchers contain valuable insights about which combinations work
best and how to mitigate any obstacles while combining agile and traditional
methods. This thesis makes use of both, the findings from the literature
review as well as the approach presented above, and formulates an approach,
which should guide development teams to choose the development method
and team structure that best fits their needs.

3.3 Systematic Literature Review

Kitchenham et al. [3| propose a systematic literature review as a useful
method for reviewing evidence on a particular study field. A systematic
literature review is ‘a form of secondary study that uses a well-defined
methodology to identify, analyse and interpret all available evidence related
to a specific research question in a way that is unbiased and (to a degree)
repeatable’ [3, p. vi]. In the literature the studies containing the necessary
evidence are identified during the execution of the review and are also called
primary studies. The systematic literature review itself is a secondary study.
While a primary study empirically researches and studies a specific research
topic, a secondary study reviews all primary studies on a specific research
topic with the aim of synthesising evidence related to this research topic.|3]

Moreover, systematic literature reviews are important studies. They are
mostly conducted to summarize empirical evidence on a specific topic of
interest. Other reasons for conducting a literature review are also to identify
a research gap for proposing research topics for further investigation or to
suggest totally new research topics. [3] By undertaking a systematic literature
review, this thesis aims to identify and analyse practices for organizing
software development teams. The gained knowledge should be used to build
guidelines for practitioner teams, who have difficulties with their current
organizational structure and need improvement or a total reform for their
team.

The method of the systematic literature review suggested by Kitchenham
et al. [3] includes a 3-phase process and several activities. The three phases
are: planning the review, conducting the review and reporting the review.
A list of the activities per phase are listed in the Table below.



3.3. SYSTEMATIC LITERATURE REVIEW 15

Planning the Review

Especially the activities started during the planning phase may involve
iteration and they might require refinement during the execution phase. For
example, the most common pre-review activities include defining the research
questions and preparing a review plan which contains the most important
review procedures and controls possible limitations such as researcher bias.
The review plan also contains the research questions, inclusion and exclusion
criteria for the literature selection, research databases and search and data
extraction strategy, among other things. These activities can be piloted and
may be refined several times before undertaking the proper review. |3|

Review Phase Activities per Phase

Identifying the need for a review
Commissioning a review*
Planning the Review Specifying the research question(s)
Developing a review protocol
Evaluating the review protocol*

Research identification
. . Pri tudi lecti
Conducting the Review rumary s u 1es sefection
Study quality assessment
Data extraction and monitoring

Data synthesis

Specifying dissemination mechanisms
Reporting the Review  Formatting the main report

Evaluating the report™*

Table 3.2: List of the sub-activities in each phase of the systematic literature
review. The activities marked with * are not mandatory.

In addition to the research questions, the definition of study selection
criteria is one of the most important pre-review activities as it provides the
opportunity to reduce the likelihood of selection bias. These criteria are
divided into inclusion and exclusion criteria and should be defined based on
the research question(s). To increase the reliability of inclusion decisions,
the study selection criteria can be refined during the search process if
necessary. |3|

Moreover, the search strategy is represented by the definition of a set
of terms, which can be used during the execution phase for the research
identification. The set of terms are derived from the research questions of
the review and should contain also synonyms, abbreviations and alternative
spellings of the terminology used in the context of study. These terms
can then be transformed in sophisticated search strings by using Boolean
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operators AND and OR. Additionally, the search string may have to be
adjusted to fit to the digital library’s search syntax. There are several
digital libraries relevant to software engineering: IEEE Explore, ACM digital
library, Google Scholar, ScienceDirect, Citeseer, SpringerLink etc. [12].

Conducting the Review

Study Quality Assessment is a method to assess the quality of the primary
studies and has mostly the form of quality checklists. These checklists
contain questions for ‘assessing the extent to which articles have addressed
bias and validity’ |3, p. 21]. Among others, this activity should facilitate the
study selection by providing more detailed selection criteria and weighting
the importance and quality of individual studies. By doing so, the quality as-
sessment further guides the interpretation of findings and recommendations
for future research. Kitchenham et al. [3] accumulate two lists of quality-
check questions, one for each quantitative and qualitative studies and suggest
using them or selecting subsets of them in the context of their own study
and by considering the specific research questions.

Another activity which begins during the definition of the review plan
and becomes more sophisticated during piloting, is the data extraction, which
is recorded in the plan through data extraction form(s). By defining such
forms, the SLR aims to accurately record the knowledge extracted from the
primary studies and to reduce the possibility of bias during the extraction.
These forms need also to be piloted to assess issues such as the completeness
as well as clarity of the instructions or questions. Kitchemham et al. |3]
further suggest that two or more researchers should independently perform
the data extraction.

The final activity in the second phase of the review is data synthesis.
Data synthesis is the process of analysing the collected data and summarising
the results. How the data synthesis is to be performed should also be roughly
specified in the review protocol. Moreover, the synthesis can be descriptive
with a quantitative summary, obtained by using statistical techniques. Both
the extracted information about the studies and quantitative data should be
presented in tabular form, and structured in such a way that the similarities
and differences between study outcomes are highlighted and can easily be
compared. [3]

Reporting the Review

For the last phase of the review, Kitchenham et al.|3] suggest specifying
dissemination mechanisms as well as formatting the systematic review report
and evaluating it. Regarding disseminating the findings of the review, these
can be reported in academic journals and conferences or by other means, such
as in practitioner-oriented journals and magazines, short summary leaflets,
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posters, web pages etc. Lastly, the most common forms to report the findings
of a systematic literature review are technical reports, as part of a PhD thesis
or in a journal of conference paper.|3]
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Chapter 4

Methodology
A Systematic Literature
Review

This thesis is set out to investigate and analyse the aspect of organization
of teams in software projects. The information about the organization of
development teams can be found described in the literature in the form of
research reports. The aim is to use these reports to develop a model for
organizing software development teams. This model can be used by new,
inexperienced teams or matured ones, which seek better mechanisms for
organizing themselves.

The evidence presented thus far in the literature is based on single
experience reports of development teams working in a project or as part
of a software company. These studies mostly investigate different aspects
of software development processes and methods. Although the team itself
may not have been the object of research, reliable knowledge about its
organization can still be found in these reports.

Despite the considerable amount of such publications, the present under-
standing of software teams’ organizational practices is limited. Furthermore,
there is little or no systematic examination of development teams in
general, or of their organizational practices in particular, that explores the
generalizability of any findings from these reports. The model which this
thesis seeks to build relies on successful practices of development teams,
especially on those that other teams can benefit from. Thus it is necessary
to identify and analyse studies on the organization of software development
teams, with the aim to find recurring successful applications of tools,
techniques or processes that enable a better communication, coordination
and self-organization for a team.

To identify existing evidence about organizational practices of develop-
ment teams, a Systematic Literature Review (henceforth referred as SLR) is

19
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conducted as proposed by Kitchenham et al. [3]. The aim of the SLR is to
gain an overview of these practices, which will be further analysed in order
to answer the research questions.

The following Sections describe the planning and execution phases of
the SLR for finding and extracting the information from relevant studies.
Furthermore, the methods for the data analysis are described in Section [£.4]

4.1 Planning Phase

Prior to conducting the SLR, it is necessary to develop a structure about how
the SLR is going to be conducted, what kind of literature should be included,
where to find the literature, etc. To answer such questions Kitchenham at
al. 3] suggest formulating a review protocol for developing a structured pre-
review plan. Moreover, the review protocol establishes some basic procedures
and activities to guide the reviewer in systematically extracting the needed
knowledge from the literature. In particular, the review protocol procedures
address concerns such as bias [3|. In this SLR, a potential source of bias is
the influence the single reviewer may have upon the selection of relevant
literature. However the risk can be controlled by following the review
protocol.

The rest of this subsection presents the steps of the planning phase for
developing the final review protocol. These steps are: definition of review
research questions (Subsection , database selection (Subsection ,
search string (Subsection as well as inclusion and exclusion criteria
(Subsection. The review protocol can also be found in the Appendix

4.1.1 Step 1: Research Questions

As already mentioned at the beginning of this chapter, this SLR is
exploratory in nature. The central goal is to identify relevant research with
focus in software development teams and the way they organize themselves.

Prior to formulating the research questions, it is necessary here to clarify
exactly what is meant by ‘organization of development teams’. Throughout
this thesis, the term organization will refer to the way a software development
team arranges, distributes and administers its work, people and activities.
Hence, a special interest lies in the team members’ roles, coordination and
communication practices, as well as shared tools or artifacts that have proved
to be useful to teams.

The literature search should reveal the studies which report evidence
of these aspects of development teams’ organization. Furthermore, the
structures identified in such studies will be later analyzed to determine
general structures which represent recurring patterns. First, they should
highlight the ultimate recurrent characteristics of teams’ organization and
second, make adjustable ones evident. These characteristics will in turn serve
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as a starting point for building the model for the organization of software
development teams. Consequently, this SLR formulates the first research
question as follows:

SLR-RQ1: What development team organisational structures exist in
software development?

Furthermore, the evidence extracted from current literature should
provide insight into the actual practices established for managing the aspects
of organization inside a team. Specifically, this SLR gathers practices
about the following organizational aspects: communication, coordination,
collaboration and decision-making. Therefore, the second research question
this SLR addresses is the following:

SLR-RQ2: What are the practices for the organization of development
teams?

4.1.2 Step 2: Database Selection

The literature in this review was drawn from five main sources: Google
Scholar, IEEE, ACM, ScienceDirect, SpringerLink. The first four are also
listed in Kitchenham et al. |3] as electronic sources of relevance to Software
Engineering, whereas SpringerLink is suggested for journals from Empirical
Software Engineering and Springer Conference Proceedings.

4.1.3 Step 3: Search String

An SLR provides a method for identifying and extracting from literature the
relevant research to a particular research topic of interest. In this thesis, the
SLR addresses two research questions regarding the organizational aspects
of software development teams. This is achieved by using a clear search
strategy, which includes a set of search terms or a search string, which is
used to filter the relevant studies from the databases. Thus, it is important
to build a search string that addresses the SLR’s research questions in such
a way, that it neither returns too many non-relevant studies nor excludes
relevant ones [51].

To support building a strong and representative search string, a set
of keywords was derived from the research questions. The first and most
important keywords are:

keywords set = {development, team, structure, organization}.

The set was further extended by terms such as synonyms, so that they
cover and are consistent with the terminology used in software development
publications. For example, a synonym of the term organization often used
in the research literature in the context of teams is the term structure. As a
result, the synonym structure was added to the keywords set.

As previously mentioned in Subsection [£.I.I} coordination and com-
munication practices are of particular interest for this SLR, as they
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describe important aspects of organization and information flow inside
the organizational structure of a team. Having said that, the key words
coordination and communication were also added to the set.

keywords set = {development, team, structure, organization, coordina-
tion, communication }.

After that, the set was converted into a boolean expression by using the
boolean operators AND and OR. The operator AND was used to connect
words that, at any case, should be present in the literature, whereas OR links
synonyms, which represent the same terms and concepts in the terminology
of software development literature. By applying the boolean operators, the
set of keywords is transformed into the following search string:

Search-string = development AND team AND (structure OR organization
OR coordination OR communication)

Next, this expression was tested in all digital libraries mentioned in the
previous section, from which the literature was going to be extracted. The
evaluation showed that the keyword development is used in a more general
context than just the software development. Considering the titles from
the first and second pages of results confirmed that. Some of the results
described project environments not from the field of software development.
To prevent that, the expression was extended with the keyword software.

Search-string = software AND development AND team AND (structure
OR organization OR coordination OR communication)

Moreover, the goal of this thesis is to analyse the team structures with
regard to their usage within software development contexts which implement
agile, traditional or hybrid software development methods. Consequently,
the search string was adjusted accordingly to also target experience reports
from these development environments. The final version of the search string
is shown below.

Search-string = (agile OR ’traditional software development’ OR plan-
driven OR hybrid) AND (software OR development) AND team AND
(structure OR organization OR coordination OR communication)

Finally, the research string was adjusted to fit each digital library’s
advanced search syntax.

4.1.4 Step 4: Inclusion and Exclusion Criteria

For controlling selection bias, Kitchenham et al. 3] suggest to determine
study selection criteria. The criteria should guide the reviewer during
the execution in determining which studies are going to be included in or
excluded from the systematic review. The literature inclusion and exclusion
criteria for this review are shown in Table [£1] and Table Inclusion
criteria IC1 to IC3, as well as exclusion criteria EC1 to EC3, were formulated
alongside the research questions and the search string described above. They
were then evaluated on the database results from the search string test trials.



4.2. EXECUTION PHASE 23

No. Formulation
IC1 The paper or article describes team organisation structures.
1C2 The paper or article describes teams which implement principles

of agile, traditional or hybrid approaches in their software
development processes.

1C3 The paper or article reports a case study of an agile, traditional
or hybrid software development approach, where the organisation
of teams is discussed.

Table 4.1: Inclusion criteria

One of the goals of this thesis is to identify team practices from real life
software development settings, such as actual software development projects
or team descriptions inside a software development company. In such cases,
the studied teams are composed of professional software developers and
represent a mature software development environment. However, at the
beginning of the execution phase, it was noticed that a considerable number
of papers, which fulfilled the IC1 to IC3 and not the EC1 to EC3, reported
experimental studies like pilot projects or simulated student projects in a
controlled academic setting. In contrast to the professional environments of
software development, such experimental studies have the disadvantage that
they are simulated and controlled by the experimenter and can, therefore,
be biased. Feldt et al. [27]’s comment on student-based experiments suggest
that the difference ‘in skill and motivation relative to the professionals’ poses
a threat to the validity of these experiments and further state that ‘sampling
from the same population that one aims to generalize to reduces threats to
validity’.

Hence, a fourth criterion was added to the list of exclusion criteria and
is presented in Table as EC4. This change was advised with Kitchenham
et al. |3] on study selection, which states that the selection criteria should
be retained during the protocol definition, although their redefinition during
the search process is not prohibited.

4.2 Execution Phase

The review execution started after the review protocol and especially after
the steps 1 to 4 as described in subsections to above were
consolidated. The search string was used in each of the databases to retrieve
relevant literature.

Firstly, the literature selection was based only on the information given
from the title and by applying the inclusion and exclusion criteria. The
selection based on only the titles yielded in total 539 articles. Furthermore,
37 duplicate studies were in total identified and removed.
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No. Formulation
EC1 The paper or article reports a team organisation practice not from
a software development setting.
EC2 The paper or article is written neither in German nor in English.
EC3 The paper or article is not subject to peer-review for conference
proceedings or for publishing in a journal.
EC4 The paper or article reports a team organisation practice in an

educational environment with student teams or a pilot study or
project.

Table 4.2: Exclusion criteria

Secondly, the title, keywords and the abstract of the literature were read
cautiously to perform a second selection, which resulted in 217 relevant titles.
Moreover, this step provided more context for each study and further allowed
the usage of all the inclusion and exclusion criteria, based on the information
on the study contribution described in the abstract.

Finally, the remaining literature was selected based on the content of the
full text. This step defined the set of the most relevant studies for the review,
which resulted in 53 relevant studies. An overview of the selected literature
on each of these steps is found in Table [4.3]

Database Literature = Duplicates  Literature Literature
selected selected selected
based on based based on
title on Title, Content

Keywords
and Abstract

IEEE 247 0 92 18

Google 106 20 49 15

Scholar

ACM 72 14 36 10

Science 32 1 4 3

Direct

SpringerLink 82 7 38 7

Total 539 37 219 53

Table 4.3: Overview of extracted literature for each database in each step
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4.3 Data Collection

The systematic search and selection of relevant literature, described in
the previous sections of this chapter, yielded 53 relevant primary studies.
Different studies, which can be selected as part of a SLR, do not and cannot
report the findings in the same way. This was the case in the resulting studies
selected for this SLR. The reason for this is the fact that relatively few
studies have concentrated their research on the organization of development
teams. Still, organizational aspects of development teams can be found in
many different types of studies, which investigate other aspects of software
development teams, such as team management, meetings, information flow,
challenges in collaboration or coordination, etc. Even though their focus
lies elsewhere, these studies manage to report enough information about the
organizational aspects of the software project teams.

To obtain the knowledge from the selected primary studies, it is required
to formulate a data extraction strategy. Kitchenham et al. [3] suggest for this
objective to design data extraction forms, which should aid the reviewer in
accurately recording the information obtained from the selected literature.
Similar to the process of defining the search string, data extraction forms
should be built in such a way that they facilitate the collection of the relevant
information which is needed to address the review research questions. The
data extraction form of this SLR is built to facilitate the gathering of the
information about development teams’ organizational aspects as presented
and defined in the previous chapter in Section

The aspects of teams’ organization were included in a first version of the
data extraction form. This first version was then further improved during
the piloting of the search string and the selection criteria. The final version
of the data extraction form can be found in the Appendix [B]in Table
It is important to emphasize once again that, because the selected relevant
literature represented a set of inhomogeneous study types, they do not report
the information about teams’ organization in the same way. Thus, some data
items in the data extraction form may be relevant to some studies, but not to
others. These items are marked with an asterisk (*), which should indicate
that the information may not have been reported in some studies.

4.4 Data Analysis

There were 53 primary studies identified during the execution of this SLR.
This literature presents a heterogeneous set of studies as it included single
case, multiple case, mixed-method studies as well as experience reports.
Figure presents an overview of the methods of data collection throughout
the primary studies. Thus, for the synthesis of inhomogeneous and mixed-
method studies this thesis uses a qualitative approach as suggested by Wohlin
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et al. |101, p. 50-51]. They further present several synthesis methods for
summarizing qualitative studies with inhomogeneous empirical evidence.

single case holistic study
2.6%

interpretative case study
2.6%

longitudinal case study
2.6%

exploratory case study

experience report

28.9%

case study

34.2%

mixed-method study
7.9%

multiple case study

15.8%

Figure 4.1: Method of data collection in primary studies

Due to the mixed nature of the selected primary studies regarding
their type and the inconsistency of the data extracted from them, this
thesis chooses to analyze the data by conducting a thematic analysis. To
answer the research questions, this thesis looks for recurring patterns among
the reported team organization structures and practices to identify general
team structures. Thus, thematic analysis is used in this case, as it is the
method that identifies, analyzes and reports such patterns. The thematic
analysis organizes data in detail for further facilitating the interpretation
and identification of patterns.

Moreover, the guidelines to experimentation in Software Engineering
recommend that a sensitivity analysis should take place apart from the
synthesis method p. 51|. The sensitivity analysis should be able to
assess whether the results are consistent across different subsets of studies.
Subsets of studies can be formed by primary studies of a specific type, high
quality primary studies, or primary studies reporting complete and detailed
evidence. The results of this analysis are considered in this thesis when
reporting the limitations and threats to the validity of the findings of this
SLR.

Finally, this thesis presents the findings on organizational practices and
structures in a narrative synthesis. According to Cruzes and Dyba , the
narrative synthesis adopts a narrative description to summarize findings from
primary studies. This includes not only descriptions, but also comments
and interpretation of the evidence in order to increase transparency and
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trustworthiness. Based on that, during the data extraction phase of this
SLR, key evidence from each study is tabulated side by side with the key
aspects of teams’ organization. Furthermore, whenever possible, the team
structure is illustrated with a figure.
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Chapter 5
Findings

This chapter presents the results of the SLR regarding development teams’
organizational structures and practices. To better understand these results,
this chapter first gives an overview of the extracted data, by providing general
background information about the studies in section Section [5.2| reports
the results of the data analysis and answers the research questions of the
SLR about teams structures and practices, in subsections [5.2.1] and [5.2.2]
respectively.

5.1 Data Analysis

As already reported in the previous chapter (see Table , the selection of
the literature based on study content resulted in 53 relevant publications.
Because the team size is an important dimension when studying teams in
general, this thesis also gathered information on team sizes for each case
study found in the selected literature. The analysis of this data suggested
that almost half of the teams from the literature were part of a large-scale
environment. As shown in Figure [5.1] in about a quarter of the cases the
team size was small, whereas 15.2% of the studied teams were middle-sized.
In a notable number of the cases, the categorization to small, middle-sized
and large team was already given by the researchers, without mentioning a
concrete number of team members. Despite that, the collected data from
the rest of the studies suggested that small teams’ size ranged from 4 to
22 members, middle-sized teams had 15 to 50 members, whereas the size of
large teams varied from 28 to 400 members. Table [5.1] provides an overview
of the reported team sizes alongside the respective publication.

Regarding the software development method used in each case, it
was widely reported that project teams implemented agile principles and
development approaches. This trend towards more research on agile methods
was expected, considering the fact that almost all selected studies were
conducted after the Agile Manifesto in 2001, as shown in Figure In spite
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Figure 5.1: Project team sizes

of the fact that this thesis did not analyze in detail the reported development
methods, it can be stated that, overall, the software development projects
are still in an agile transition.

Small Middle-sized Large
Size Literature Size Literature  Size Literature
4-5 15 22 - 48
6 16 - 26 42
8 27 60
8-9 39 100
8-11 50 120 - 176
4-15 144, 150, 200
15 300
22 400

GIT

no information

EEEEE

[ 2 0 o 0 3

Table 5.1: Overview of the team size reported in the selected literature. The
cases where a size range is given were multiple case studies.

5.2 Research Questions

This section presents the results and analysis of the data collected from
the literature selected for the SLR. These are, in turn, used to answer the
research questions presented at the beginning of this thesis and described
in detail in Subsection [f.I.I] The research questions are addressed here
separately in the following subsections. Subsection[5.2.1|presents the analysis
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Figure 5.2: Chronological distribution of selected literature

and the synthesis of the findings about the structures of development teams.
This is followed by the identification and analysis of the reported practices
for the organization of development teams, introduced in Subsection

5.2.1 RQ1l: What development team organizational struc-
tures exist in software development?

In a significant amount of studies, the description of the development settings
was detailed enough to allow an accurate extraction of the organizational
structure for each team. A rather small number of cases, however, already
included in their report a visualized structure of the teams under their
investigation. All these structures underwent a thematic analysis in order
to identify patterns which development teams recurrently use and benefit
from. The results of the analysis are provided in this thesis as a narrative
synthesis. To identify themes, the structures and the respective notes were
compared in detail and finally organized in three groups; small, middle-sized
and large teams, based on team size.

Small Teams

The analysis identified 21 cases of small project teams from 14 different
publications. In 8 of these cases, the researchers reported the use of agile

methods , , , , whereas 3 cases implemented a
traditional software development approach and the other 10

represented a combination of development approaches , ,
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26, 119, 138]. Figures , and below show typical development team
organizational arrangements for traditional, agile and hybrid development
approaches respectively.

Traditional team. By observing the traditional team structure in
Figure[5.3] the first thing that can be noticed is its hierarchical structure. At
the top of the structure these teams had a management level visible, whereas
at the bottom, the teams were functional and worked in silos. Furthermore,
the project and product manager as well as the team leaders were part of the
management team. These roles were typically assigned to senior members
of the teams or of the organization. Another important observation is the
involvement of the customer and stakeholders. In traditional settings, they
only communicated with the managers and were involved in the development
process only at the beginning and the end of the project.

Agile team. The typical agile team was a scrum team. Almost all
the teams which reported to use agile methods implemented as well the
Scrum framework as part of their development process. However, some
studies reported using also another methodology in addition to scrum such
as eXtreme Programming |18, [19] or a tailored version of scrum [25|. Two
other publications reported that the teams they investigated used only
eXtreme Programming [99, 43|, in a co-located and globally distributed team
respectively. This thesis did not investigate in detail the actual software
development methods, processes or frameworks used by the teams, because
it would require an in-depth analysis, which is out of the scope of this
thesis. Nevertheless, the collected data about each team suggested secondary
findings which are presented at the end of this subsection (see Section[5.2.1]).

Because the majority of publications reporting the implementation of
agile principles used the Scrum framework, the team structure in this case
was similar to the arrangement of a scrum team. This arrangement is
illustrated in Figure The agile scrum team consisted of a scrum master,
a product owner and the developers. External developers or consultants
were also hired occasionally as outsourced workforce to support the lack
of resources in the core project team or for reducing project costs [25] |46].
Nevertheless, the teams were cross-functional with a broad range of technical
skill sets. Furthermore, in some projects a project manager role was visible
as well [19], and the overall team structure was similar to the arrangement
presented in Figure

This arrangement (see Figure showed up from the cases which
implemented eXtreme Programming for the development. The developers
in these teams practiced pair programming when working on their tasks.
Vidgen and Wang [99] reported for one of their cases, that developers,
the project manager and the customer closely worked together to address
the technical and business complexity of the product. This suggested that
developers were involved in the management activities and held as well direct
and frequent contact with the customer. They further practiced task self-
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assignment and used pairing, especially for complex tasks and those requiring
specific knowledge.

Hybrid team. A synthesized arrangement of these teams is illustrated in
Figure .6l By comparing the team arrangements and descriptions for the
thematic analysis, the cases categorized as hybrid teams not only reported
the usage of hybrid development methods, but also a combination of the
autocratic and decentralized management style. For instance, when using
the scrum framework, it was often the case that the roles of scrum master
and product owner were assigned to the most experienced team members or
senior developers. In the cases which described a transition from traditional
to agile methodology, these were project and product manager. Moreover,
this way of role assignment is typical for autocratic management style, also
seen in the traditional team arrangements |[2].

In addition to that, it was noted that this allocation separated the team
into management and development. While the management was rather
traditional autocratic, the organization of development team was informal
and resembled the cross-functional teams in composition. This is mostly
because the development used agile development or a combination of agile
principles with traditional methods, such as water-scrum-fall, Scrum-Xp-
waterfall delivery, Scrum-XP-Unified proces, in [46, respectively.
Different from agile teams, hybrid teams assigned roles to each individual in
the development team.

AR

Management
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,\ ,\

Customer Project Manager Product Manager

(Stakeholder)
report to

A A LA

Architect Lead Testers Lead Developers Lead

N .

Architects Testers Developers

\‘/

External Experts

Figure 5.3: Common organizational structure for small development teams
implementing software by following a traditional software development
approach
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A A

Scrum Master Product Owner
External
Developers
Developers

Figure 5.4: Common organizational structure for small development teams
in an agile software development project

- Project Manager

- Development Manager
- Technical Lead

- Customer

Project Management Team

£,

Development
Lead

External
Developers

Developers

Figure 5.5:  Organizational structure for small development teams
implementing eXtreme Programming

Middle-sized and Large Teams

In total, 33 case studies reported large teams, whereas only 11 project
cases had middle-sized teams. Figures and illustrate synthesized
team arrangements for both middle-sized and large teams from the selected
literature. Middle-sized and large teams are reported here together, because
overall, they showed similar organizational characteristics. In both middle-
sized and large team structures, there were clearly two organizational levels
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Customer
(Stakeholders)
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Figure 5.6: Typical organizational structure for small development teams
implementing both traditional and agile principles

visible: the team level or the horizontal organizational level, and the
management level, or the vertical organizational level. This can be also
observed in the Figures and where the development teams are
placed at the bottom of the structure, whereas the top level is occupied
by management roles or teams.

Development teams were part of the horizontal organizational level. This
was the lowest level of the project organization. The structure inside each
team was similar to the one presented in Figure [5.6] where the inter-team
communication and coordination was mostly controlled by team leaders or

team coordinators , . Furthermore, the development teams

were cross-functional and included people with different areas of expertise
or roles , , , . Regardless of the fact that these teams
appeared to be cross-functional and agile, when working for a long time in the
same project, they tended to specialize in a single software component ,

feature , or module , and therefore, lost their

cross-functionality.

In addition, project teams arranged in the center of all the development
teams, another team, which mostly handled coordination aspects and had
decision-making authority. This team was named ‘central team’ in the cases
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presented by Bick et al. |7, [8], ‘project management team’ by Layman et
al. |43] and ‘core team’ by Hossain et al. |25, [92|. Even larger teams and
project cases had several management teams [80, 54|, such as; a ‘Central
Planning team’, a ‘Product Owner team’ and ‘Architectural Governance
team’, and ‘Bug Board’, ‘Architectural team’ and ‘Product Owners team’
respectively. However, due to this team’s managing role in the project, this
thesis refers to it as ‘project management team’. In some cases, members
of this team were people with typical management roles, such as project
manager or product manager |54, |32, 83, [30], as well as representatives
of the customer and stakeholders, such as domain experts |7, 80, 30| or
proxy customers [50, 71} |8 69]. These people held the control over the most
important decisions, such as plans, requirements, etc. A detailed overview
of the most common practices in both, the team and management level, is
presented in Section [5.2.2]

However, in agile or hybrid cases, this team was not directly visible and
the management of the project was handled here by coordinating rounds,
similar to Scrum of Scrums |95, |7, |8, 80, 71, 44, 32]. In these rounds,
representatives and leaders from all teams met regularly in order to discuss
issues and dependencies which development teams were facing. These rounds
also handled different planning topics |7} 73|, discussed requirements and
prepared them for backlogs |7, [80], assigned features to the teams |66, 49|,
tracked the project progress and overview, etc. Other participants were also
project and product managers, architects, quality assurance and customer
representatives, such as proxy customer or domain experts. Figures and
[5.§] provide an overview of the most common organizational structures for
middle-sized and large teams.

Other important insights regarding the organization structure of
development teams

Overall, the analysis of the data reported from the selected primary studies
suggested the following conclusions about team organizational structures:

o Software development methods used by development teams influence the
way these teams organize themselves.

For example, in a project team using traditional development methods
such as waterfall [30], team members work in silos with clearly defined
roles and are not aware of the dependencies between one another
and with other teams, because of the lack of frequent and direct
communication. The management of dependencies between work
entities is centralized at management and leader roles, which manage
the team based on a command and control style. On the other hand,
when a team applies agile principles, teams tend to be cross-functional
with no defined roles and have more freedom regarding decisions on
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Figure 5.7: Summarized structure of middle-sized software development
teams
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Figure 5.8: Summarized structure of large software development teams

how to work, coordinate tasks and monitor dependencies for identifying
issues on time. Because agile principles put an emphasis to the
individuals, the management of such teams is based on leadership and
collaborations, where decisions are made by consensus.

While in traditional teams there is a clear difference between de-
velopment and management level, agile teams mostly do not show
any managerial roles, as management is a common responsibility of
the team. Furthermore, specific software development processes or
frameworks such as Scrum, eXtreme Programming etc. prescribe as
well practices to facilitate the team management. Examples of such
practices in Scrum are coordination meetings such as daily stand-ups
or sprint planning and in XP, pair programming for collaboration.
For multiple team systems such practices define and have an influence
especially in the organization at the team level.

e Project complexity, size and structure affects the overall team structure.

In a small project, there are little to no dependencies between teams
and the team size is proportional to that of the project. The latter was
also found by Keshta and Morgan . Especially in large and complex
systems, the product is mostly divided in features or modules, which
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have often dependencies from one another |28, |4} 62, 42, 96| 7, |8, [54]
71, 73|. This division and their dependencies are also carried by the
teams when they are assigned to work on those features and modules.

o Team and project size define the practices for decision-making authority
and control.

As already stated above, the data from several publications |7, 4, |32,
95, 73| suggested that especially complex and large projects suffer from
issues related to dependencies in different parts of the product. To
coordinate and manage these issues is a challenge, that is why the
most complex and large projects and teams from the selected literature
centralized the decision-making authority and control to the project
management |7].

Bick et al [7] reported on five large-scale projects that suffered from the
same issues. All their cases implemented tailored Scrum at the team
levels and tailored Scrum of Scrums with decision-making authority
and control at the project management levels to facilitate coordination
of dependencies and work on multi team systems with up to 13 teams.
In their traditional case, centralizing the control at the management did
not solve such dependency issues; firstly, the management did not have
the required technical understanding to identify such problems and
secondly, the teams were not involved in the coordinating process in
order to help with their technical expertise. However, their other cases
where each team had the opportunity to collaborate with peers from
other teams were perceived as well-coordinated, because the members
had the freedom to exchange information and were more involved in
the overall organization.

Paasivaara and Lassenius [71], on the other hand, also reported a
similar team structure. Their project team worked in product areas
and applied Scrum of Scrums practices for coordination for each area.
The product development responsibility, and with that some control
over the project, was held by a product management team. In order
to not confine the overall project overview just at the area or feature
levels, the project started using communities of practices (CoPs), which
were open for the whole team to participate and contribute to. Such
communities seemed to increase collaboration and helped in quickly
identifying and resolving dependencies and issues. In this case, there
was much more freedom left to the teams regarding control over the
project status, coordination and communication.

Even small teams suffered from dependencies between product features
developed by different teams. Although the issues here were easier
to handle, especially for co-located teams, small distributed teams
were the most affected [18, |46]. Similar to the large projects,
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a management role controlled the project and team progress and
facilitated coordination inside the team.

Teams constantly changed aspects of organization for their team with
better practices, mostly because of the challenges they face.

This was not only observed in well-established teams who sought an
agile transition (e.g. [10, [59]), but also in new project teams, in which
their current organizational arrangement did not satisfy the team’s
needs |71]. Also, the team organizational changes were necessary in the
case of project and team growth [96]. This finding is also supported
by previous research [23],92].

Managerial roles in traditional teams are typically assigned to the most
experienced or senior members of the team. The same is applied by
agile and hybrid teams. Furthermore, new agile roles are not fully
implemented as described in the corresponding guidelines. They are
often merged with old traditional managerial roles.

Consider, for example, the roles of Scrum Master and Product Owner
in an agile scrum team. In Scrum.org [85] and Scrum Guides [84],
the Scrum Master is defined as a coach and a leader that serves the
team and the Product Owner. Having said that, this role does not
correspond to the product manager role, who leads and manages the
team based on command and control principles. However, it was noted
that teams implementing the Scrum Framework, often assigned the
Scrum Master role to the most experienced team member (e.g. |4,
75]) or to the person, previously holding a manager role (e.g. |91, [32}
26|). This suggested that especially management roles from traditional
settings are translated into the agile coach and leader roles, almost
without changes in the occupation.

Given the findings described above, it can also be concluded that the
new agile positions are still occupied by the same people. (69, |57, |76,
71/

FEaxternal stakeholders, especially customers, were not always involved
wn the development process of agile cases.

While in traditional methods it is not necessary for customers and
external stakeholders to be part of the development process, agile
settings require from them constant feedback and direct communica-
tion, in order for the teams to quickly react to changes and problems
regarding requirements. In the project cases developing an in-house
product |96, 58, 34, 25| |76, |7, [8], where the requirements came directly
from within the project organization, that is, the organization itself was
the customer, development teams received frequent and direct feedback
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on the product’s requirements. In these cases, the management of
requirements was the responsibility of one or more dedicated Product
Owners, which also comprised or were part the project management
team [7].

In cases of external customers, these were partly or not at all involved in
the development. Instead, they provided product specifications, plans
or regulatory documents [83] |94, [25]. Others delegated the dictation
to employees from their own organization or to representatives such as
proxy-customers [69, 50, |43} 71] or domain experts |8, 30, 91, [66].

5.2.2 RQ2: What are the practices for the organization of
development teams?

To answer this question, data from the selected studies underwent a thematic
analysis. The analysis identified patterns in the organizational practices
of development teams, which are introduced and described in detail in the
following subsections. This thesis found and grouped the following practices:
communication, coordination, collaboration and decision-making practices.

Communication

This thesis identified several communication practices used for different
purposes, depending on what is being communicated. For example,
team members used direct communication to exchange thoughts and ideas
about their tasks [28, 95|. Further, communication with the purpose of
coordination of work happened mostly in meetings, virtually through emails
or chats or in the written form through documents. Table presents an
overview of communication practices grouped by the type of communication:
spoken, written or visual.

One or more of the practices listed in Table found usage in the
following scenarios: one-on-one encounters or conversations, during meetings
or gatherings, during collaboration sessions between team members and for
the communication through documents.

One-on-one communication. This is the most common form of spoken
and written communication, which takes place in the everyday work between
two team members. Direct and informal communication forms are preferred
in this case. Furthermore, the one-on-one communication is a practice
represented by ad-hoc conversations [66, 34, 59|, face-to-face or in the
written form, for the following reasons: for knowledge sharing |58, |32} 26|
57, [71], coordination of work [71, |10, 28, |8, clarification of dependencies
and issues [94, 43, (71 91], receiving and giving feedback as well as for
socializing |26| [75]. Depending on the team setting, there is reported to
be more face-to-face and direct communication in co-located teams [28|
50, 43|, whereas in distributed cases, team members depend on virtual
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Communication Practices

face-to-face

ad-hoc conversations

online conference (call or video call)

spoken )
meetings
socializing, on-site visits
feedback

open office landscape, co-location

emails
instant messages, chats
wiki
spreadsheets, word documents, quality interface
requirements and product specification
written plans, release schedule
guidelines, regulations, standards
epics, features
user stories, tasks
acceptance criteria, test cases

behaviour-driven scenarios

project and team progress dashboards

visual physical and electronic whiteboards
backlogs (per team, sprint, project)
desktop sharing

Table 5.2: Overview of communication practices



5.2. RESEARCH QUESTIONS 43

communication [18| |34, 25, 46]. The virtual communication happens in
the written form through email, instant messages, chats etc. and as spoken
communication through phone or video calls. In both cases, communication
between the involved parties is further supported by other tools such as
documents containing figures, diagrams, plans, etc. or desktop-sharing in
the case of virtual conversations.

Communication during meetings or gatherings. Typical communication
forms during meetings are spoken and visual communication. This is the
form of spoken communication in group, where more than two people are
involved in the conversation. In this case, depending on the type of meeting,
the participants use communication to: coordinate work in general (who
does what), to identify dependencies, issues, impediments, etc., to discuss
solutions [95|, [87, 65, 66|, to share own thoughts, ideas, suggestions for
improvements |32], to ask for or to give help, to give feedback [26] as well as
to share knowledge and expertise |71} 134]. During meetings, it is common to
sit together in one Table or be in the same room [58, 19, 61]. Thus, in these
cases the communication happens orally. In the case that participants are not
co-located, the communication is facilitated by online conferences through
phone or video calls [83, |44} 40, 65| (18, 75, [50, 43]. Furthermore, visual
communication practices such as desktop sharing, physical or electronic
whiteboards |4, (18, [34} |43} [80], progress dashboards [54, |75, 43| (96, [28]
are also commonly used by teams to facilitate the coordination process and
discussions during meetings [99} |18, 34].

Communication during collaboration. This is as well a form of spoken,
written and visual communication in group, used indirectly in collaboration
sessions between two or more people who work on the same task. In this
case, the same communication practices as in one-on-on communication
and meetings can be used, which should facilitate the activity of working
together. A typical example is the collaboration during pair programming |8,
40, 62, 58, |19, |34], where two developers work together on a common
assignment. Communication in the context of collaboration is as well used
for knowledge sharing, giving and getting feedback or for decision making,
e.g. making decisions by consensus [79]. The communication practices
described above should further support actual collaboration activities. These
are described in the following Subsection and summarized in Table

Communication through documents. The practice of communicating
through documents is a formal form of communication and it is the most
common form of written communication. In this case, code, artefacts
and all the other documents generated during the project duration such
as guidelines, regulations, standards, specification are used as a means of
communication and documentation of project status and knowledge. |66, 57,
80, 71,94} 4, |43], 79, 49] Among the most used artefacts are those representing
customers’ requirements, such as backlogs, epics, user stories, tasks [4} 54}
34, 29, 44|, but also team progress boards for tracking team and project
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status, designs, acceptance tests, etc. Furthermore, most used documents
include guidelines, regulations, standards, specifications, templates, notes,
plans etc.

Overall, the analysis of all communication practices suggested that writ-
ten and spoken communication are the most common form of communication
among teams. Because communication is an essential part of work, its usage
is found to accompany and support other team organizational aspects as
well. This will be further elaborated in the following subsections about
coordination, collaboration and decision-making.

Coordination

Software development teams use different coordination practices to co-
ordinate their work and identify issues and dependencies. An in-depth
analysis of the identified coordination practices suggested a categorization in
coordination practices during meetings, through boundary spanners as well
as through boundary objects. These practices are described below in details.
Table shows an overview of concrete practices from each category.

Meetings. Meetings are the most common practice for team coordination,
in both horizontal and vertical level. Meetings are a way each team
member can get an overview of the project status, of team progress
and for coordinating the work to be done with other team members.
Further, meetings give each participant the chance to get to know their
peers’ responsibilities and knowledge, which in turn, contributes to the
identification of dependencies, issues, impediments, questions, which can
then in the same place be addressed and clarified. This raises further the need
for discussion, where team members can give their feedback, perspectives,
ideas and make suggestions for solutions, improvements, plans and strategies.

Boundary spanners. A boundary spanner is a person who acts as a
facilitator of communication and of work coordination inside the team or
between teams, in order to protect their team from interrupts. In small
development settings, especially in those implementing agile practices, this
role is almost invisible [18, |26, [99]. Because agile practices require more
direct communication, teams directly contact one another |58, [26] 19, |43
95, 28] or bring the issue up in the next meeting for clarification |50]. In less
traditional settings, this role is occupied mostly by management roles such
as the project or product manager [49, 73, [8].

In the cases where teams are not so close to one another, the boundary
spanner is represented by one or more team representatives [95] 94, |69} 4. |44],
who can be assigned by the teams or is a rotating role |71]. This role often
participates in the meetings with teams in the same level of the organization.
These meetings are mostly used to identify and address dependencies and
issues, for planning and for sharing of knowledge and expertise. It is common
practice that, in meetings with managerial nature, the only participants are
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Coordination Practices
planning (project, sprint, iteration, release, monthly)
meetings daily stand-ups, daily meeting

Scrum of Scrums

project increment, requirements, user stories workshop
sprint review, retrospective
refinement sessions

user stories reviews
communities of practice
semi-structured meetings
emergency team meetings
status and hand-over meetings
demos

task discussions

direct coordination

boundary spanner

manager roles (project, product, technical, programme)
domain /regulatory expert

product owner (CPOs, domain PO, business owner)
scrum master

team representatives, rotated or not

proxy customer

team leader

boundary object

project dashboards

backlogs (team, enterprise, product)
kanban board

quality interface

documents (requirements, product specification, regula-
tions)

epics, features

user stories

acceptance criteria, test cases

tasks

wiki

repository

online project management program

Table 5.3: Overview of coordination practices
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those from each team’s management roles, such as product manager, scrum
master, product owner etc.

The communication with the customer happens as well often through a
boundary spanner |66, 18, |69} 70, 50|, who may be a dedicated person like a
proxy customer or domain expert from within customers’ organization, or a
person actually attached to the team, like the product owner.

Boundary objects. Boundary objects are part of the written com-
munication. They are used for gathering requirements, tracking project
progress, documenting knowledge and expertise, coordinating work through
regulations, guidelines; or they can be interfaces or tools, such as bug
tracking systems, wikis or CVSH repositories to handle the organization and
communication during coordination activities. The most common boundary
objects used for product requirements are items such as epics, user stories,
tasks, acceptance criteria etc. and backlogs at different levels, such as
product or enterprise backlog, sprint, release, dedicated team backlog etc.
The documents that can be mentioned here include regulations, guidelines,
standards, plans and other files such as meetings recordings, group chats or
wiki pages.

It is evident that communication practices reappear and are part of the
coordination practices. For example, meetings are the events where a large
amount of group communication happens and with that also the organization
of work. Further, meetings serve as a common practice for the coordination
at both organizational levels, at team level as well as at the management
level. Nevertheless, the participation of all the team members is high for
meetings [81, 31, 94| at the lower levels of the organization, that is, at the
team level. Participants of meetings at the management level are mostly only
management or leader roles, such as team leaders or team managers, while
other team representatives are rarely asked to join [57} 4]. In the management
level, the team representatives serve as boundary spanners, which handle the
discussions in the name of their team. Thus, the lines of communication are
extended.

Moreover, almost all the cases included in this SLR report about the
usage of written forms of requirements or indirect communication, such
as backlog, epics, user stories, etc. It can be clearly stated that these
boundary objects serve as a formal way of communication and coordination
with stakeholders at the management level. However, the same boundary
objects are used also at the team level.

Collaboration

Both communication and coordination support collaboration practices. The
success of communication or coordination practices is reported to affect

LConcurrent Versions Systems
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positively the collaboration. For instance, Noordeloos et al. |65] reported
that frequent communication between team members, shorter lines of
communication with the customer, as well as their direct involvement in
planning, prioritization and daily stand-up meetings promoted overall a
better collaboration.

The thematic analysis of the collaboration practices extracted form
the literature resulted four themes: intra-team, inter-team, collaboration
between development teams and management teams and collaboration with
external stakeholders. The most common practices per each theme are listed

in Table 5.4l

Collaboration Practices

working in pairs
communities of practice
learning, knowledge sharing
planning (work)
intra-team backlogs (local, sprint)
ad-hoc conversations, socializing
support, assistance and help
feedback, issues
discussion of issues, improvements, progress,
ideas, dependencies

co-location, shared office

coordination meetings (SoS, status and hand-over,
demos, reviews, dailies, communities of practice,
planning)

inter-team retrospectives

team representatives

learning, knowledge sharing

task swap or responsibility rotation

shared collaboration tools

shared team members

requirements (clarification, prioritization, plan-
ning,

t d t . . .
cam and managemen backlogs (product, sprint, team, iteration)

project status meetings

feedback, issues, improvements, suggestions,
ideas, dependencies

Table 5.4: Overview of collaboration practices

Intra-team collaboration is the collaboration happening between team
members of the same team. The most reported practices in this case
were: co-located or remote pair programming, sitting together or co-
location, collective discussions at workplace or during meetings, workshops
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for knowledge-sharing, as well as ad-hoc encounters and socializing |8, |19}
99, |66).

Inter-team collaboration is practiced by members of different teams.
The inter-team collaboration was found in: common coordination meetings,
such as Scrum of Scrums [92 91| and project management meetings [95],
inter-team technical meetings and communities of practice (CoP) |71} |96].
In the coordination meetings collaboration was practiced for identifying
dependencies and issues or during the discussion of solutions and decisions.
However, only in a few studies, team members had the chance to directly
participate in these meetings. Instead, boundary spanners such as team
representatives or leaders with managerial role took part in such meetings
and therefore, controlled the inter-team collaboration. Regarding the inter-
team technical meetings, these were mostly organized by technical leaders
and handled a specific technical topic. Communities of practice were rarely
used. They were self-organized by the development teams at the lower
levels of the organization and also handled a specific topic. Furthermore,
communities of practice were reported to be held irregularly or on an as-
needed basis, whereas technical inter-team meetings took place regularly.
Especially in large-scale settings, technical inter-team meetings had a crucial
role in coordinating work between dependent teams. All in all, collaboration
during coordination meetings was the most reported form of inter-team
collaboration, followed by inter-team technical meetings and communities
of practice.

Collaboration between development teams and management teams. In the
project cases where the control of the project is centered at the management
team [49, 94, 8|, there was little to no direct collaboration between the team
members and the management team [26, 19]. The collaboration happened
through the boundary spanner or the boundary objects, discussed above
in the coordination practices. There were, however, cases where these
coordination rounds were more open and transparent, giving each team the
chance to participate in the discussion. Common practices worth mentioning
were: firstly, the whole team could participate |28| 71| and secondly, teams
elected representatives who participated in rotation or not |65} 44].

Collaboration with external stakeholders (especially customers or their
representatives). Amongst most common practices of collaboration with
external stakeholders were boundary spanners, such as proxy customers |50,
43|, domain experts from customers’ organization, external domain experts,
product owners, project or product managers, etc. 8, |30, 91, 66| Boundary
objects describing raw product and business requirements were another
commonly used practice in these cases. Examples of boundary objects
were documents containing high level requirements, such as requirements
specifications and whole descriptions of features or modules.
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Decision-making and control

For the thematic analysis, all the identified practices regarding decision-
making and control were considered and compared to find themes. The
analysis made evident three groups for these practices: firstly, practices
where the decisions and control were held by the teams, secondly, practices
that indicated control and decision-making authority at the management
level. Finally, the third group were practices that showed some control and
decision-making authority lying at the stakeholders and customers, mostly
about requirements. In Table these groups are referred to as decision-
making and control at the team level, at the management level (including
customers and stakeholders) respectively. Further, the Table displays a
summary of the most common practices found for each group.

At the team level. Decision-making authority and control at the team
level can be understood as the freedom of each development team to decide
about different organizational aspects regarding daily work. The most
common practices here were: choosing own coordination activities [59],
such as meetings, choosing own tools for collaboration, maintaining local
backlog [44], estimation and self-assignment of tasks according to own
interests, learning, task swap and collaboration with peers for knowledge
sharing, etc. |10, |31} 83| Less common was the practice of directly involving
the team in important decision rounds. In such cases, team members or
their representatives were invited to share their perspective, give feedback
and propose solutions |57, 29, 28].

At the management level. The most common decision-making and control
practices were found to be held by the management. The management
was composed here by roles, such as boundary spanners [96, 28, 40|, as
well as a dedicated project management team, which controlled budget and
resources|81} 26, 49|. The dedicated management team was mostly visible in
the cases of an in-house developed product [8] or in very large projects, as
well as in the cases where the customer was not directly or only sporadically
involved in the development [30]. In the first and latter cases, this team
controlled also the project scope, which is normally managed by the customer
and stakeholders.

However, in some cases, even though the management had the respon-
sibility to keep track of dependencies between teams, it failed to do so,
because of the lack of competence to identify such issues [§]. As a result,
development teams were isolated from one another, worked on tasks assigned
by the management and were not able to resolve issues on their own. It can
be concluded that, considering these practices as well as the structures of
middle-sized and large project teams (see Fig. and , the authority
of the management clearly stands out.

At customer and stakeholders. As already stated above, important
decisions about requirements were held by the customer. Whether the
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Decision-making and
Control

Practices Literature

at team level

own activities

team backlog

estimation, prioritization, time
task swap, assignment

participation in decision rounds, represen-
tatives

planning
learning and knowledge sharing
suggestions, solutions, improvements

communication with other teams and
customer

autonomous

at management level

product, team backlog

prioritization, planning, work assignment
resources, people

communication of decisions, information
coordination and resolving of dependen-
cies, issues

collaboration and communication with

customer, gathering and formulation of
requirements

guidelines, regulation, standards

project scope, status, overview, progress,
quality

centralized to different manager roles

at customer

requirements dictation, selection, prioriti-
zation

quality check
project scope
monitoring project progress

delegated to proxy-customers, domain
experts, customers’ teams

Table 5.5: Overview of practices for decision-making and control
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customer was directly involved in the development process [99, [25, 81] or
not, the control over requirements dictation [99|, formulation, prioritization
was held by them or their representatives, such as proxy customers [50, 43|
71| or domain experts from customers’ organization.
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Chapter 6

Discussion

One of the main goals of this thesis was the identification of practices for
organizing development teams. The in-depth analysis of the findings from 53
primary studies highlighted team organizational structures for small, middle-
sized and large development teams. Furthermore, this thesis found that these
structures were supported by practices for organizational aspects such as
communication, coordination, collaboration and decision-making authority.

This chapter provides a discussion and interpretation of the findings
presented in the previous chapter. Section [6.1] discusses findings regarding
team organizational structures and practices. Next, these findings are
interpreted and compared with results from the current literature on software
development teams. Finally, the discussion of limitations, threats to validity
as well as generalizability of results concludes this chapter.

6.1 Organizational team structures and practices

The first research question in this study was to identify what organizational
structures are used by software development teams. This thesis identified
three groups of development team structures: small, middle-sized and
large team structures. For small teams, there were evident three types
of organizational structures: traditional, agile and hybrid team structures
(see also Figures and and respectively). Cases reporting
middle-sized and large teams were rather hybrid team structures, regardless
of the methodology (traditional, agile or a combination of both) used in
the software development process. This can be explained by the fact that,
in smaller team settings, the software development methods are easier to
implement, because a small number of people is being managed. Thus, the
differences between traditional, agile and hybrid team structures are more
evident in these cases.

However, by comparing the structure of a small traditional setting (see
Figure with the structures in middle-sized (Figure and large teams

53
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(Figure , it can be noticed that they share a hierarchical organizational
structure based on a command and control management. This form of
organization and management is found to be characteristic of traditional
project management by previous studies [39, |2, 60|, which compared
traditional and agile perspectives on software development. Keshta and
Morgan [39| found that, the bigger the team, the more control is required
from the project management to govern the team and the project. They
further concluded that larger teams often tend to apply traditional methods,
which further explains the hierarchical organizational structure of middle-
sized and large teams.

While the small teams summarized in Figure reported using a
traditional waterfall development approach, middle-sized and large teams
applied mostly agile approaches such as Scrum of Scrums, LeSS or SaFE,
which were tailored with some traditional practices. The results of the
thesis at hand imply, however, that, even though the overall team structure
appears to be hierarchical at first sight, in reality it is not. Providing the
organizational practices identified and presented in the previous chapter
(see Section , it can be assumed that development teams implement
traditional practices to support their organization and project management.
Actually, these teams’ organizational structure used both the traditional
hierarchical and the more agile approach of managing teams based on
leadership and collaboration. Especially decision-making and control as well
as coordination practices make this more evident.

Decision-making and control practices at the management and team level
are presented in Table[5.5 By comparing these practices at the management
level it can be noticed that the management controls resources, people,
work assignments, coordination and communication and is centralized to
managers. This is the same control as observed in the so-called ‘top-
down organizations’, where the management has decision-making authority.
Despite the limitations given by the control the management holds, teams
still can have some autonomy.

Considering the practices at the team level, it is clear that teams can
control their own activities, participate in planning as well as in decision
rounds directly or through representatives, control the tasks they want to
work on and have an open communication with stakeholders outside their
own team. These practices have a more self-organizing nature, which is well
known to be a characteristic of agile teams. Taken together, this suggests
that development teams apply more traditional organizational practices at
the management level, while at the same time, they organize themselves
in a more agile way. This finding is an important step further in the
better understanding of hybrid software development approaches, especially
for identifying and evaluating the benefits and challenges coming from the
combination of traditional and agile principles.

Another reason for larger teams showing hybrid characteristics might
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be the fact that the majority of the cases included in the analysis came
from recent research. Even though DeFranco and Laplante [22] related the
recent publications on software development teams with agile team research,
the data analysis of the thesis at hand suggested that teams tailored agile
methods to their needs. The modifications are made especially in the
team organizational practices. Moreover, it is important to notice that
a significant amount of studies reviewed in this thesis, reported an agile
transition from traditional settings. Based on the collected data, this further
suggested that, during the transition, some of the old traditional practices
were still used by the team. With regard to the team organization, the old
traditional command and control is still applied at the management level,
whereas development teams have received more freedom by implementing
agile development practices. Thus, the combination of the two methods,
agile and traditional, was also reflected in the overall project and team
management, by showing characteristics of hybrid software development
methods.

The fact that the agility was mostly visible at the team level may support
the argument that large project teams have already found the way to apply
agility at the team level. The findings from the thesis at hand suggest that
the next step towards extending agility to the management level would be
to invite more individuals from the team levels to management rounds and
to apply decision-making by consensus.

The second research question posed at the beginning of this work was
related to the identification of organizational practices used by development
teams. This thesis found practices for each of the following aspects of
team organization, that is, communication, coordination, collaboration and
decision-making. These practices were applied at both project teams’ levels,
that is at the team and management level, and supported each teams’
organizational structure.

The identified practices for one of these aspects often seem to be
used as or support practices of another organizational aspect. Especially
communication practices are applied in all of the other practices. For
example, written communication practices such as documents, are also used
for coordination as boundary objects. Documents are as well a practice that
support collaboration between team members at the team level of the project
organization, by helping them work on common ground. Furthermore,
documents or other forms of written communication can be used by the
customers or their representatives to document their decisions regarding
requirements or planning.

Even though this thesis clearly defined each aspect (see Table , their
intertwining does not consist in the terminology, but it lies on the concrete
practices for communication, coordination, collaboration or decision-making.
This argument is supported as well by Sharp and Robinson [88], who state
that ‘[...] collaboration and co-ordination depend on communication, and
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communication — in one form or another — is central to successful software
development...|".

The summary of traditional and agile project management presented
at the beginning of this thesis, suggested that traditional teams must
be characterized by a hierarchical organizational structure, whereas the
management levels in agile teams are flat. The analysis in the systematic
literature review conducted in this thesis, affirms once again these charac-
teristics of traditional and agile teams. Moreover, the knowledge gained
here suggests that, especially middle-sized and large teams, implement both
these characteristics by building hybrid team structures. These structures
show agile characteristics at the team level, where they implement more agile
organizational practices, and traditional characteristics at the management
level for controlling especially the decision-making activities.

6.2 Implications for practice

Teams structures and organizational practices found in this research can be
used by teams that seek to improve one or more of the teams’ organizational
aspects studied here. Especially younger teams can mostly benefit from
them as they build their team from ground up. This thesis presents further
implications for practice in the form of guidelines in the next chapter (see
Chapter [7)).

6.3 Generalizability, Limitations and Threats to
Validity

As with all similar studies, there are several limitations and threats to
validity to take into account. This section reflects on and takes into
consideration possible limitations and threats to validity of this study and
its results. Furthermore, it presents the measures taken to mitigate these
threats.

Typical limitations for systematic literature reviews are selection bias and
inaccurate data extraction. These are also mentioned by Kitchenham et al. 3]
in their guidelines for performing systematic literature reviews. To control
the threat of selection bias, especially because of a single reviewer, this thesis
first formulated a review protocol. This protocol defined a clear structure
to follow for conducting the review. The research questions, inclusion and
exclusion criteria as well as the search string helped in holding a similar
selection procedure throughout all databases. Furthermore, Kitchenham et
al. |3| suggest that some researchers may favor a specific study type, which
also increases the possibility of data collection bias. Despite the fact that this
review looked for studies with mature software development teams, the type
of selected publications was heterogeneous, including single and multiple-case
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studies, experience reports, mixed-method studies as well as interpretative
and exploratory case studies (see also Figure .

In addition, it is not possible for different researchers to report their
findings in the same way throughout their publications, this also depending
on the topic under investigation. Because of this, there might have been some
inaccuracy in the data reported in the primary studies, where interesting
aspects for this study may have been described in different levels of detail.
This may have been further intensified by the fact that this review did not
identify studies directly focusing in the investigation of development teams’
organization. All the selected primary studies had different focus than the
organization of development teams. This variability to the topics under
investigation in each included publication also poses a threat to reliability
of the findings. To mitigate these limitations, this thesis developed a data
extraction form prior to the phase of data collection, for guiding the reviewer
in identifying and collecting the same kind of information throughout all the
selected primary studies.

Regarding the ezternal validity, it can be stated that, the findings of
this thesis may be found useful from practitioners from several software
development domains. The teams’ characteristics studied in this thesis vary
in different aspects, such as domain, size and context. The most frequent
domains included healthcare, finance and insurance, consumer electronics,
IT products and services, telecommunications, as well as enterprise software
products. From these domains, it was possible to find and summarize
several studies which presented data relevant to organizational aspects of
development teams. This fact strengthens the external validity of this thesis’
findings for these settings, which may be found useful by practitioners in
these domains. Still, the collected evidence represents inconclusive evidence
for other settings such as automotive industry, safety-critical systems other
than healthcare or other software development settings, like Open Source
Software Development. Therefore, it is uncertain whether the findings
presented in the previous chapter are applicable in these other settings as
well.
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Chapter 7

Model

This chapter presents a model for organizing software development teams.
The model is formed by guidelines, which are based on the insights on teams’
organizational structures and practices presented in the previous chapter (see
Chapter . The guidelines first propose team organization structures based
on team’s needs and then, provide relevant alternatives of practices, which
are better suited in each case. Of course, there is no formula or direct method
that can perfectly work for all teams, especially due to the fact that each
team is different [21].

This chapter is organized as follows: subsection presents the three-
steps approach for choosing one of the seven template structures, suggested
team organizational structures. The second section describes each template
in detail and present suggestions on how to use them. Finally, the third
section presents a list of optional practices to fill in the team structures.

7.1 Model Presentation

Similar to Boehm and Turner [11], it is necessary to first evaluate own
software development setting as well as to identify what are the team’s needs.
The following guidelines can be used by both young and mature teams that
need to build from ground up or improve their organizational arrangement.
Therefore, the proposed method consists of the following 3-phases:

1. Evaluation of the current organizational structure and practices, or of
the new development setting

In this step, the team should first create an overview of its current
organizational practices and then identify the challenges or issues and
the desired improvements in current practices. Mature as well as new
project teams can evaluate their development setting by considering the
five critical agility and plan-driven factors which are used by Boehm
and Turner |11] in their approach for balancing agile and traditional
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methods. For that, the practitioners should use the polar chart adapted
from [11] (see Figure to distinguish between agile or traditional,
plan-driven methods.

It is suggested that, if the project is not characterized by a frequent
change of requirements and if the loss due to defects is high, than teams
should implement a plan-driven approach. In this case, the team can
apply the team structure presented in Figure [5.3] and scale it to the
team size appropriately. However, if the estimates per each factor
are allocated very near the center of the polar chart, then the team
can implement agile principles in their project. The team structures
presented in Figures and are the most common arrangements
used by small agile teams. In the other cases, it is necessary to
further evaluate the aspects of organization for the specific development
setting.

. Evaluate the aspects of organization

After the evaluation of the methodology, the typical characteristics of
traditional and agile teams regarding organization should be consulted
and compared with own needs. To accommodate this, the organiza-
tional characteristics of traditional or agile teams are summarized in
Table [7.1] based on the findings from the SLR. The comparison with
these characteristics should guide matured teams to evaluate whether
their actual organization is more traditional, agile or has characteristics
of both. The identification of its current model and the awareness of
the problems should facilitate the decision whether to hold on to the
already used methodology or to change it. For new teams, this step
should help to decide in which organizational aspects they need to put
emphasis to when arranging the team structure.

. Level of control for communication, coordination and decision-making

authority

Communication, coordination and decision-making authority are the
three aspects of organization that can be adjusted in order to best fit
the team’s needs. A way to adjust these factors is, for example, to allow
teams or the management to control the practices for each of these
aspects. For example, a project team might need to give more freedom
to the development teams. This can be achieved by letting development
teams control, for example, communication and coordination practices.
In this case, the control over communication and coordination would
be at the team, whereas management controls the decision-making
authority. Therefore, if the control lies at development teams, then
it can be stated that the team level of the project organization
has control over one or more specific aspects. Similarly, if the
control over these aspects lies at managers, then the management
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level of the project organization controls and decides how to handle
communication, coordination and decision-making. Having said that,
this model assumes the following two levels of control: the team level
and the management level.

After consulting the organizational characteristics of traditional and
agile teams (Table, project teams should be able to decide whether
to put the control for each of these aspects to the teams or to the
management, that is, to the team or management level respectively.
The model offers seven team structure templates. These are built based
on the level of control for communication, coordination and decision-
making authority. The team can determine its template by filling in T
or M for control on team(s) or control on management respectively,
in Table The combination filled in here determines the team
structure. For that, the corresponding team structure template can
be extracted from Table [7.3] by using this combination. For example,
if the team fills in T for communication, M for coordination and M for
decision-making, then this model suggests template T4, illustrated in

Figure .

The team structure templates A1 — A4 and T1 — T4 are further described
and illustrated in the following section. In the description of each template,
the practitioners can find further suggestions on how to apply them to their
project team.

Personnel
(Percent level 1B) (Percent level 2 and 3)

40 T 15
30 120

20 T25

Criticality Dynamism
(Loss due to impact 10 + 30 (Percent requirements-
of defects)  Single change/month)

Discretionary

life

Many funds
lives Essential
funds Comfort

300

Size Culture
(Number of personnel) (Percent thriving on chaos versus order)

Figure 7.1: Polar chart with five axes representing the factors used to
distinguish agile and traditional, plan-driven approaches by Boehm and
Turner [11]
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(0) izational .- .
reatiizationa Traditional teams Agile teams
aspects
roles clearly defined no roles evident
specialization high, work in silos low, are cross-functional
coordination controlled by managers or controlled by the team
leaders
through strict regulations collaborative!
and plans!
dependencies not visual visual and transparent

decision-making and
control

communication
intensity

at management level

scarce/sparse and formal

at team level by consensus

vast/extensive and informal

chain of command
span of control

decision-making

rather long
wide

centralized

rather short
narrow

decentralized

Table 7.1: Organizational characteristics of traditional and agile develop-
ment teams

Organizational Aspects More control on teams (T) or management (M)?

Communication T or M?
Coordination T or M?
Decision-making T or M?

Table 7.2: The level of control for communication, coordination and decision-
making authority

Organizational Aspects More control on teams (T) or management (M)?

Communication T T T T M M M M
Coordination T T M M T T M M
Decision-making T M T M T M T M
Template Al A2 A3 T4 A4 T3 T2 T1

Table 7.3: Template matrix: Templates A1-A4 and T1-T4 based on the level
of control for communication, coordination and decision-making authority.
Agile organizational practices dominate the templates Al to A2, whereas
templates T'1 to T4 have more traditional organizational characteristics.
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7.2 Proposed Team Structure Templates

The conclusions of the SLR presented in the previous chapter suggested
that communication, coordination and decision-making are the aspects of
organization that affect a team’s organizational structure the most.

From Table above it can be noted that in the organization of
traditional and agile teams, the control lies at the management and at the
team level respectively. Reconsidering Table it can be noticed that the
combinations on the left tend to give more control to the team, whereas
those on the right give more control to the management. Thus, the overall
organization characteristics of the team structures on the left have a tendency
to be more agile and those on the right more traditional. In Table the
combinations showing more agile or traditional organizational characteristics
are labeled A1-A4 or T1-T4 respectively.

For all of these templates the following practices apply:

1. Development teams at the team level of the project organization are
cross-functional.

2. Customers and important stakeholders are regularly involved in the
development, either directly or indirectly through proxy customers and
domain experts.

This section describes the team organizational templates proposed in
the approach from section [7.I] Most importantly, this section describes
guidelines on how to use the templates in practice. Overall, how exactly
and with which other concrete practices these structures can be further
completed, is left in the hands of each individual team. However, some
of the practices can be chosen from the lists of most used practices identified

by the review (see also Tables and or can be adapted from

the development framework already implemented by the project.

7.2.1 Team structures Al to A4

As already stated above, the first three templates tend to show more agile
characteristics, because of the amount of control they give to the teams for
each of the three aspects of organization. For at least two out of the three
aspects in the triples Al to A4, the control is placed to the team level. A
detailed description of each structure is given below.

Al

In this structure the control over communication, coordination and decisions
is held by the teams. As already stated at the beginning of this section,
the model suggests that each individual development team should be cross-
functional, organize its internal coordination on its own initiative and make
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decisions on the development practices and tools it employs in its day-to-
day work. It is recommended that the team members should at best be
co-located.

On the inter-team level, as the communication is controlled by the teams,
there should be possible to implement communication practices that hold
open and transparent channels throughout all the teams. Each individual
from one team should be able to directly contact other individuals from
the other teams. Moreover, it should be possible for each team to directly
contact the customer as well, in order to hold the feedback cycle, especially
for requirements clarifications, as short as possible.

Regarding coordination, there should be an open space for each team to
propose joint coordination rounds, e.g. in the form of regular or irregular
meetings, forums and discussion rounds about a specific topic or for resolving
dependencies and issues. Nevertheless, it may be necessary to implement
a facilitator as well, who will moderate the discussions in such rounds and
help the teams to stay focused. Because the customer and some stakeholders
hold the control over decisions, they or their representatives should also be
involved in these rounds, especially in those where important decisions are
discussed and made. Customer and stakeholders can be represented by proxy
customers, product owners or domain experts.

Depending on the degree the customer and stakeholders wish and have
the capacity to participate in the development process, this structure
suggests to employ near the teams one or more individuals with both
technical and domain background. The domain experts can already be part
of the teams or can be outsourced consultants. In any case, they should be
able to support the implementation with their knowledge of the domain.

A2

In the second left triple A2, the control over communication and coordination
is given to the teams, whereas decision-making control is held by the
management. In this case, the model suggests the employment of a
management or leader role, which in direct collaboration with the customer
or stakeholders has the authority to make decisions. However, because the
teams still hold the freedom to organize the coordination and communication,
the model further suggests to hold open channels of contact with both
the management and the customer. Both these roles should participate at
least in the important coordinating meetings such as planning meetings and
support the teams with the results of their decision rounds. The rest of the
arrangement is implemented similarly to Al.
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Figure 7.2: Template Al — Development teams control communication,
coordination and decision-making. Gray elements represent practices which

can be adjusted by the practitioners.
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Figure 7.3: Template A2 — Development teams control communication
and coordination, management controls decision-making. Gray elements

represent practices which can be adjusted by the practitioners.
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A3 and A4

The third and fourth triples A3 and A4 present combinations of organi-
zational aspects that may at first be conflicting. They suggest to leave
the control over communication and the control of dependencies to the
management and at the same time, the team should be able to handle the
decisions. At this point the question may arise: How should the team be
able to make decisions when it is not aware of the dependencies and issues?
To solve this, both these combinations are merged into one single
structure. The structure for A3 and A4, shown in Figure allows
both the management and the teams to have control over the decisions
and coordination. This is arranged in the structure by giving the teams
direct access to the decision rounds, where the team members or their
representatives take active part in the joint discussions by sharing their
perspective, thoughts and ideas to the whole group. The final decisions are
taken by consensus and in agreement with the customer and stakeholders.

To further keep the feedback loops as short as possible, it is suggested
that, if the customers cannot be directly involved in the development, it
should be at least possible for team leaders or team representatives to
directly contact them. Regardless of the customers’ involvement, the project
management should stay regularly in contact with both team leaders or the
team members themselves and offer its support whenever it is needed.

Similarly to the arrangement of A2, in A3 and A4 teams still can have
self-coordinating rounds among themselves. Moreover, depending on the
overall team size, teams can choose to send representatives to the important
managerial rounds. The representatives can be elected temporarily or
permanently, or can even be rotated among members of the same teams.

7.2.2 Team structures T4 to T1

By considering the four last triples from left to right and the structures
illustrated in Figures to [7.8 it becomes once again evident that with
each step to the right, the control held by the management increases. It is
important to recall that, overall, both traditional and agile organizational
aspects should be implemented in these structures. Despite the fact that,
with triple T4 the models’ suggestions move in more traditional grounds, the
organization inside each individual development team should lean toward
agile characteristics. Thus, at this point it is recommended to continue
implementing the same practices for each teams internal organization as in
structures Al to A4.

In the following subsections, the more traditional structures are presented

in the descending order, from the least traditional T4 to the most traditional
T1.
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Figure 7.4: Template for A3 and A4 — Development teams control
communication and decision-making (A3) and coordination and decision-
making (A4), management controls coordination (A3) and communication
(A4). Gray elements represent practices which can be adjusted by the
practitioners.
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T4

In this structure, the team holds only control of the communication, whereas
management handles coordination and decisions. Because the control over
communication lies with the teams, it is recommended to still allow teams
to directly contact each other and also initiate cross-team working groups.
These can be forums or communities of practice called by teams or team
members in on-need basis. They can serve for cross-team collaboration,
knowledge sharing or discussions of issues and dependencies. Furthermore,
team members should be able to directly contact the project management as
well as their team leader, and keep the feedback loop short. However, because
the coordination is held at the management level, the communication with
the customer and stakeholders as well as the formal coordination rounds
at the management level are handled by boundary spanners, such as team
leaders.

Management oordination Customer
Leader & Decision Stakeholders

Round(s)

Team Leader
.

Team Leader

()
Domain
Expert(s)

Q=0
g\ Development J=\
n n Team

Development Development

Team Team
Self-organized /
Rounds

Figure 7.5: Template T4 — Management controls communication,
development teams control coordination and decision-making. Gray

elements represent practices which can be adjusted by the practitioners.
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T3

By moving to this structure, the team has only control of coordination.
In this case, it is suggested that team representatives organize regular
coordinating rounds, where dependencies and issues can be discussed.
However, the inter-team coordination should not be restricted only to these
rounds. It is further suggested that team representatives, or the people
holding the role of boundary spanners for each team, frequently contact one
another. This practice should facilitate getting instant feedback in the cases
where issues arise. Especially in complex systems, this kind of issue resolving
may not be sufficient. For that, these guidelines suggest organizing inter-
team gatherings on the specific topic, such as system architecture or quality
assurance, where a small group of people from each team can participate.
Because the management rules the communication and decision-making
practices, practitioners may find it helpful to organize special decision rounds
with the interested groups. These can be members from the management,
customers and other important stakeholders. The decisions taken here can
be then later communicated to the teams.

Decision
Round(s)

7~ /S
Management Customer
Leader Stakeholders

Jo

Team Leader Team Leader

”"\”‘ Development

Team F Y o
Development Development
Team Team

Self-organize
d Rounds

Figure 7.6: Template T3 — Management controls communication and
decision-making, development teams control coordination. Gray elements
represent practices which can be adjusted by the practitioners.
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T2

With this triple, practitioners chose to put the control over communication
and coordination at the management, while leaving the decision-making
authority to the teams. These settings may be contradictory, however, they
are still applicable in a team structure. For example, teams can apply their
decision-making authority by giving feedback on problems or sharing their
own perspective with the management in coordinating rounds.

Because the communication and coordination is controlled by the
management, teams can only communicate with one another through
boundary spanners or boundary objects. Boundary spanners should further
facilitate the coordination by maintaining an overview over the project
progress. This should help them to quickly identify and address issues and
dependencies. Because teams do not directly communicate with one another,
the role of the boundary spanners and boundary objects is crucial as they
should replace the direct communication in the best way possible.

Furthermore, as the communication with the customer and stakeholders
becomes more scarce, teams may often lack the necessary knowledge to
directly address issues related to requirements. To avoid the long feedback
loop while waiting for the customers response for questions, practitioners
could find it helpful integrating the domain knowledge into the teams. At
this point, domain expertise plays a key role in supporting teams and for that
reason, it is suggested to place at least one domain expert close to them.

T1

With this combination, the management level of the project team structure
holds the control over all the three aspects of organization. It is clearly
evident also from the structure visualized in Figure that the commu-
nication lines at the team and especially at the inter-team level are even
more scarce. In this case, the project teams’ practices will be dominated
by those who put the control at the top of the organizational structure.
Nevertheless, especially for complex projects, it is important to support
inter-team coordinating rounds.
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Figure 7.8: Template T1 - Management controls communication,
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can be adjusted by the practitioners.



Chapter 8

Summary and Future Work

This thesis has investigated the organizational aspects of software develop-
ment teams. The review has collected the evidence from the recent literature
and has been able to analyse the organization of software development
teams. With the help of a thematic analysis, it has been possible to identify
organizational team structures and practices. The findings have indicated
that there are three different organizational structures for small development
teams, emerging from the software development method they apply, that is
traditional, agile or hybrid. Further, the identified structures for middle-
sized and large teams were almost identical.

In the larger team settings, this thesis identified a structural division
between team and management levels. In the first, that is the team level,
project teams implemented not only development agile principles, but also
management and organizational agile principles to support the intra-team
organization. In contrast, in the majority of the cases the management level
was found to still implement traditional management techniques, where the
coordination happened based on the principles of command and control.

Moreover, the case studies from the recent literature have used a various
number of organizational practices, which further supported each team’s
structure.  Overall, this thesis has found four types of organizational
practices: communication, coordination, collaboration and decision-making
practices. The in-depth thematic analysis of these four types of practices
has further implied that, all in all, these practices support each other to
achieve a better organization inside a project team. For example, an open
and transparent communication of information has been found to strengthen
the intra- and inter-team coordination and collaboration, and facilitated the
application of consensus to support collective decision-making.

Taken together, the identification of development team organizational
structures and practices provided an excellent opportunity to summarize
them and finally, formulate team organizational guidelines for practitioners.
Based on the analysis of the evidence and experiences reported in primary
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studies, this thesis has developed several team organizational structures
which should guide the practitioners in developing better team arrangements.
Furthermore, the guidelines have provided organizational practices which can
be chosen by teams to complete these structures based on their own needs.
In summary, this thesis not only contributed to a better understanding of
the organizational aspects of software development teams, but also provided
guidelines for development teams and practitioners to achieve a better
organization.

Directions for further research

The findings of this thesis should help the researchers and practitioners
to better understand the aspects of organization in software development
teams. The knowledge summarized in this work can find usage in various
software development settings and domains. Nevertheless, the application
and validity of the generalizations presented here in settings such as Open
Source Software Development cannot be guaranteed, as project teams from
these settings were not part of the selected literature. It can be argued that
the further investigation of such settings is important to better understand
very large, distributed teams, which are common in Open Source Software
projects. Because large-scale projects face a lot of challenges regarding team
organization and management, the solutions, or at least improvements to
such problems may be found in this field.

Furthermore, the review of organizational aspects in development teams
was based mostly on the evidence provided by several projects, which had
previously delivered software products by implementing traditional, plan-
driven methods, and which, with the birth of agile principles, completely
transitioned to or partly adapted agility in their development process.
According to analysis of this evidence in this thesis, these projects presented
rather hybrid development approaches, as they implemented more of a
combination of both traditional and agile approaches. Having said that,
this thesis raises the question whether young development teams, with no
experience in using traditional principles, will still engage them in their
software development process or will they be able to fully implement the
agile principles.

Finally, this thesis has proposed a model to guide teams into evaluating
their organizational needs, which should guide them into choosing a team
structure as well as organizational practices that best fit their needs.
This is a new approach, which is developed based on the findings of the
literature review conducted for this thesis. However, whether this approach
finds applicability to different software development teams is not further
investigated. Clearly, it is necessary to further evaluate this model with
teams and, if needed, to provide changes and adjustments accordingly.



Appendix A

Review Protocol

A.1 Search String

lagile OR (traditional software development OR plan-driven) OR hybrid]
AND (software OR development) AND team AND (structure OR organisa-
tion OR coordination OR communication)

A.2 Research Questions

RQ1: What development team organizational structures exist in software
development?

RQ2: What are the practices for the organization of development
teams?

A.3 Inclusion Criteria

IC1: The paper or article describes team organisation structures.

IC2: The paper or article describes teams which implement principles
of agile, traditional or hybrid approaches in their software development
processes.

IC3: The paper or article reports a case study of an agile, traditional
or hybrid software development approach, where the organisation of teams

is discussed.
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A.4 Exclusion Criteria

EC1: The paper or article reports a team organisation practice not from a
software development setting.

EC2: The paper or article is written neither in German nor in English.

EC3: The paper or article is not subject to peer-review for conference
proceedings or for publishing in a journal.

EC4: The paper reports a team organisation practice in an educational
environment with student teams or a pilot study or project (updated

06.12.2020).

A.5 Database Selection

The search string will be used on the following digital libraries:

e [EEExplore

Google Scholar

ACM Digital library

ScienceDirect

SpringerLink

A.6 Search Process

1. Run an automated search by using the search string in each database.
2. Apply inclusion and exclusion criteria based on the title only.
3. Exclude duplicates.

4. Reapply inclusion and exclusion criteria based on abstracts and
keywords on each paper or article left.

5. Considering the whole paper or article content, reapply inclusion and
exclusion criteria once again. The papers or articles which were not
excluded during this step, are the papers to be used for the review.

6. Read and analyse each paper or article. Use the data extraction form Bl
to systematically collect data from each publication.



Appendix B

Data Extraction Form

Table B.1: Content of the data extraction form, the data items marked with
* are optional

Data item Value

DOI

Author(s)

Title
Publication year

Method of data collection

Project team, team inside a company?
Branch
Small, middle, large setting?

Number of subjects/teams participating in the obser-
vation

On-/Off-shore, distributed, remote/virtual team(s)?

*Number of locations

*QOrganization type: hierarchy, matrix, flat, etc.

Software development method: agile, traditional,
hybrid, in agile transition

Processes and frameworks: Scrum, Scrum of Scrums,
SAFe, Kanban, DevOps etc.

Continued on next page
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78 APPENDIX B. DATA EXTRACTION FORM
Table B.1 — Continued from previous page
Data item Value

Main team: Size
Main team: Roles
Main team: Leader role

Decision making, chain of control: centralised,
decentralized...

*Tasks and responsibilities

On-/off-site customer?

Sub-team(s): size

)

(
Sub-team(
Sub-team(s): leader role

: roles

Sub-team(s): tasks and responsibilities

*Development practices

Communication
Coordination
*Documents
Artifacts

*Tools

Pros, positive aspects

Cons, negative aspects

Continued on next page
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